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Abstract—With wearable devices such as smartwatches on the rise in the consumer electronics market, securing these wearables

is vital. However, the current security mechanisms only focus on validating the user not the device itself. Indeed, wearables can be
(1) unauthorized wearable devices with correct credentials accessing valuable systems and networks, (2) passive insiders or outsider
wearable devices, or (3) information-leaking wearables devices. Fingerprinting via machine learning can provide necessary cyber
threat intelligence to address all these cyber attacks. In this work, we introduce a wearable fingerprinting technique focusing on
Bluetooth classic protocol, which is a common protocol used by the wearables and other IoT devices. Specifically, we propose a
non-intrusive wearable device identification framework which utilizes 20 different Machine Learning (ML) algorithms in the training
phase of the classification process and selects the best performing algorithm for the testing phase. Furthermore, we evaluate the
performance of proposed wearable fingerprinting technique on real wearable devices, including various off-the-shelf smartwatches.
Our evaluation demonstrates the feasibility of the proposed technique to provide reliable cyber threat intelligence. Specifically, our
detailed accuracy results show on average 98.5 percent, 98.3 percent precision and recall for identifying wearables using the Bluetooth

classic protocol.

Index Terms—Cyber threat intelligence, wearable device fingerprinting, authentication, network-level bluetooth fingerprinting, cyber security

INTRODUCTION

1
CYBERSPACE is expanding rapidly with the introduction
of new Internet of Things (IoT) devices. Today, it is
extremely challenging to find a device without any Internet
connection capability. Wearables, smart watches, glasses,
fitness trackers, medical devices, and Internet-connected
house appliances have grown exponentially in a short
period of time. It is estimated that on average, one device is
assumed to be connected to Internet today every eighty
seconds and our everyday lives will be dominated by bil-
lions of smart connected devices by the end of this
decade [1]. Indeed, it is predicted that by 2,020, there will be
50 to 100 billion devices connected to the Internet [2], [3],
forming a massive IoT. This emerging IoT technology will
drastically change our daily lives and enable smarter cities,
health, transportation, and energy [3]. Among these devices,
a considerable number of them will be the wearable devices
that can be carried by individuals such as watches, fitness
bands, sensors (e.g., heart-rate, stride), etc. By 2019, it is esti-
mated that one in four smartphone owners will also be
using a wearable device [4].

On the other hand, one of the relatively overlooked prob-
lems in the industry or in any networking environment
today is that although wearable device vendors follow the
general guidelines while implementing a specific software,
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hardware, or firmware to be compatible with the industry
standards and other technologies, they, unfortunately, do
not fully comply with the specifics of the standards [5], [6].
Different implementations of the same functionality can be
observed with different vendors due to differences in inter-
pretations and lenient parts of the standards. Similarly, it is
possible that counterfeit wearable devices or devices with
corrupted hardware or software components may exist in a
networked environment without the knowledge of the net-
work administrator [7], [8]. These wearable devices may
participate in the regular data collection transactions, glean
important information from unwary benign devices nearby,
and leak such information to adversaries [7], [8]. Moreover, a
network can dynamically grow and shrink in size with new
wearable devices and equipment depending on the needs.
For instance, employees can bring their own wearables (aka
BYOD) to their networks. New wearable devices can join
and leave an authorization realm and device configurations
can change dynamically, or even more frequently than other
traditional networking settings. Similarly, a wearable device
can be compromised or can be made ineffective by adversar-
ies or, simply, a small wearable device can be dropped or
lost in a networking environment. In such a case, a wearable
device could still be part of an authentication realm acting
as an insider threat to the other legitimate operational net-
worked resources. More specifically, new devices can be
(1) unauthorized wearable devices with correct network cre-
dentials, (2) passive insiders or outsider wearable devices, or
(3) information-leaking wearable devices.

Furthermore, most of the wearables are resource-limited
and have limited processing capabilities. This poses chal-
lenges to the most state-of-the-art security solutions. For
instance, an insider attack could be avoided with a multi-
factor authentication mechanism. However, achieving a
multi-factor authentication [9] on a wearable device with
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limited resources may be challenging, if not impossible. To
alleviate these concerns, in this work, we introduce machine learn-
ing based wearable fingerprinting tool as a non-intrusive
complementary security mechanism for wearables. Such a finger-
printing mechanism does not solely depend on current
security solutions to verify whether the device whose secu-
rity is questioned is actually the device it claims to be
but incorporates obtained cyber threat intelligence. With
fingerprinting, unauthorized wearable devices via their
reproducible fingerprints, possibly inserted by authorized
individuals (aka insiders) can be detected. Furthermore, a
wearable fingerprinting mechanism can also be utilized to
identify unmanageable wearables without any sophisti-
cated software architecture on them. Hence, a wearable fin-
gerprinting mechanism can supplement current security
solutions (e.g., access control and authentication) to gain
more information and confidence in critical decisions when
classical security solutions cannot be efficiently operated in
a wearable realm. For instance, a Bluetooth speaker may be
needed in a conference room. Although this speaker will be
connected to the network, traditional credential or NAC-
based solutions are not applicable as the speaker does not
support such services. However, network admins may
want to make sure any rogue device with Bluetooth support
cannot access the network. Network access is granted to a
device only after it is identified as an expected device.

In this work, we propose to utilize the timing information
of Bluetooth classic protocol. This protocol is predominately
used by the wearable devices in the market today. Our
framework utilize a comprehensive set of Machine Learning
(ML) algorithms (20 different ML algorithms) in training
phase of the classification process to pick the best perform-
ing algorithm. To the best of our knowledge, the proposed finger-
printing technique, as well as the intelligent utilization of 20
different ML algorithms, is the first in the wearables realm. More-
over, we apply our wearable fingerprinting technique on
different wearables, i.e., various smart watches. Our detailed
evaluation demonstrates the functionality and feasibility of the
proposed technique with 98.5, 98.3 percent precision and recall for
wearables using Bluetooth classic protocol.

The remainder of this manuscript is organized as fol-
lows. We review the related work in Section 2. Background
on wearables is presented in Section 3. We also explain
different fingerprinting techniques in the same section. In
Section 4, we introduce the components of our wearable fin-
gerprinting framework. In Section 5, we discuss test setup
and provide the empirical analysis of wearables using Blue-
tooth classic protocol. Then in Section 6, we discuss how fin-
gerprinting can be used to complement security and how a
real operational wearable networking environment could
benefit from fingerprinting. Finally, we conclude this paper
in Section 7.

2 RELATED WORK

There is currently no work that fingerprints wearable devi-
ces. However, fingerprinting has been applied by some
many earlier studies. A seminal work in this area was intro-
duced by Kohno et al. in [10]. In [10], a method for remotely
fingerprinting a physical device by exploiting the imple-
mentation of the TCP protocol stack was proposed. The

authors use the TCP timestamp option of outgoing TCP
packets to reveal information about the sender’s internal
clock. The authors’” technique exploits microscopic devia-
tions in the clock skews to derive a clock cycle pattern as the
identity for a device. The authors of [11] take a similar
approach to that of [10] (i.e., using clock skews to uniquely
identify nodes), however, the goal of [11] is to uniquely fin-
gerprint access points (APs), obtaining the timestamp from
802.11 beacon frames. Similarly, the authors in [12] use tim-
ing information between commands and responses on the
Universal Serial Bus (USB) to distinguish between varia-
tions in model identifiers, OSs (and sometimes OS version
number), and whether a machine is answering from a real
or virtual environment. There have also been other physical
layer approaches to fingerprint wireless devices. A good
survey on the physical-layer identification of wireless devi-
ces can be found in [13]. Radio frequency (RF) emitter
fingerprinting uses the distinct electromagnetic (EM) char-
acteristics that arise from differences in circuit topology and
manufacturing tolerances. This approach has a history of
use in cellular systems and has more recently been applied
to Bluetooth [14] and Wi-Fi [15] emitters. The EM properties
fingerprint the unique transmitter of a signal and differ
from emitter to emitter. This technique requires expensive
signal analyzer hardware to be within RF range of the tar-
get. In a more recent work [16], [17], the authors developed
a passive wired-side technique to fingerprint types of devi-
ces connected to a Wireless Local Area Network (IEEE
802.11 g/n). Different from this WLAN fingerprinting
work, our identification focuses on the characteristics of
Bluetooth classic protocol, which is mostly used by the
resource-limited wearables. Also, their work considers one
type of classification mechanism (i.e., artificial neural net-
works) whereas our fingerprinting framework is able to uti-
lize 20 different Machine Learning algorithms to determine
the best performing one for fingerprinting problem. Finally,
a recent useful survey of fingerprinting mechanisms can be
found in [18].

3 BACKGROUND

3.1 Wearables

It is possible to see the early examples of wearables mostly
in the smart watch realm. For smart watches, there are four
major smart watch operation system vendors: Android-
based, I0S-based, Samsung-based with Tizen O/S [19], and
Pebble-based with Pebble O/S [20]. The Pebble O/S is based
on an open source Real Time Operating System (FreeRTOS)
for embedded devices while the Tizen is another open-
source Linux-derivative operating system. In this paper, we
only focus on Android-based ones given their popularity
with their open-source nature.

A wearable device (e.g., smart watch, fitness band) usu-
ally needs to work and synchronize with another more
resourceful Android device such as a tablet or smartphone
to be fully functional (Fig. 1). The Android Wear app is the
primary conduit for communication between an Android
Wear device and a smartphone/tablet. Without the applica-
tion installed and running on the Android handheld device,
the Android Wear and the handheld are unable to pair, lim-
iting the serviceability of the Android Wear technology.
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Android Phone

Applications send notifications
via BLUETOOTH connection

SYSTEM LOG
SMS notification

EMAIL notification
NEWS notification
CHAT notification

Fig. 1. Overall sync architecture between the phone and wearable.

Moreover, the operating system of the Android handheld
must be running on Android 4.3 Jelly Bean or higher.

For most of the wearable devices, the communication
occurs via Bluetooth protocols. An example communication
between an Android wear smart watch and a smartphone is
illustrated in Fig. 1. In this example, the smartwatch and the
smartphone use the notifications over Bluetooth. With notifi-
cations, the wear devices and applications share information
among themselves. The sending application for the notifica-
tions can be on one device and the receiving application on
another. When a notification is created on a smartphone, it is
sent to the Android Wear application, which then sends the
notification to the synced wearable. The overall architecture
is shown in Fig. 1. Notifications from all applications on the
smart device are sent to the wearable via the Android Wear
application using a Bluetooth connection. These notifications
are immediately displayed on the wearable’s screen.

3.2 Wearables with Bluetooth Classic

Bluetooth classic is the legacy version of Bluetooth, which is
first created in 1994 [21] while the Bluetooth Special Interest
Group (SIG) is formed in 1998 [22]. It is widely used in the
market today and it is also known as Bluetooth BR/EDR
(basic rate/enhanced data rate). The current version is Blue-
tooth v4.2, which was released in December 2014. Fig. 2 dis-
plays Bluetooth classic protocol stack.

Meanwhile, Bluetooth security depends on pairing pro-
cess and use of authentication and encryption. All security
features depend on device name, address, i.e., BDADDR,
and encryption keys. Device name and address can be
spoofed while encryption keys can be copied to other devi-
ces. Thus, enabling device fingerprinting, which depends
on device hardware, can increase the overall security level
of Bluetooth speaking wearables.

3.3 Fingerprinting Wearables

Wearable fingerprinting can generally be achieved in at
least two different ways. The first depends on the goal of
fingerprinting and there can be two types of fingerprinting
under this: Device or device type fingerprinting. With the device
fingerprinting, individual devices are fingerprinted. The
main goal is to distinguish an individual device from
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Fig. 2. Bluetooth classic protocol stack.

another one of its kind. For instance, assume there are two
smart watches from the same vendor, Sony Smart watch 1
and Sony Smart watch 2, the goal is to distinguish one from
the other. With the device type fingerprinting, devices from
different vendors are identified. The identification is based
on the vendor diversification rather than the individual
devices by the same vendors.

The Second type of fingerprinting depends on the
method of fingerprinting. In this category, there can be two
generic ways: active and passive fingerprinting [23].

Under the active fingerprinting technique, the wearable
devices are fingerprinted with an external stimulus (e.g., a
specific packet) and the results returned from the device
are fingerprinted and analyzed for signature generation
and identification, respectively. Specifically, the active
fingerprinting technique involves two complementary
approaches. In the first one, regular packets are sent to the
wearable devices whereas, in the second one, malformed
packets (i.e., abnormal, unexpected) are sent to the wear-
ables. Regular packets sent to the devices conform to the
general rules of the standards and protocols. Responses
coming from the wearable devices, the difference in content,
length, orders of packets, packet arrival, inter-arrival time
can all be observed and analyzed in the fingerprinting pro-
cess and be part of the signature generation process.

In the passive fingerprinting technique, the wearable devi-
ces are monitored for the information they carry (e.g., proto-
col packet fields) or generate (e.g., timing analysis between
packets) and this observed information is the basis for the
signature generation and the identification afterward. The
passive fingerprinting can be accomplished via two differ-
ent approaches. In the first one, behavior analysis, the proto-
cols, the applications, the protocol headers, protocol fields
that are sent in the clear are all observed for how they
behave and how differences in implementations of proto-
cols and applications vary across devices. It is widely
known that each vendor implements enhanced versions of
certain functions although they conform to the industry
standards. So, diversity in protocol functionalities can be
observed. For instance, Bluetooth stack may have been
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implemented using different versions of the Bluetooth pro-
tocol. With this type of fingerprinting, it is possible to catch
device types easier than individual devices within a specific
device class.

The second passive fingerprinting approach involves
observing the timing patterns (e.g., interpacket-arrival times
(IAT)) between the communicating end-points (e.g., wear-
able-to-wearable or wearable-to-other smart equipment
communication) [16], [17]. The third one involves the obser-
vation of the clock skews [10]. Estimated clock skews from
the fingerprinter’s point of view can provide a good oppor-
tunity for generating unique device signature as each wear-
able device vendor may have differing internal clocks. It is
important to note that the last two approaches are non-
intrusive, does not require deep-packet inspection, and can
be applied to any type of traffic whether the traffic is
encrypted or not.

In both active and passive methods, versatile open source
tools such as Python’s Scapy [24] can be utilized for generat-
ing the regular or abnormal packets and open source
software-based (e.g., Tcpdump [25], Wireshark [26]) or hard-
ware-based (e.g., Ubertooth [27]) packet sniffers can all be
used for monitoring and capturing the wearable traffic. The
captured results are analyzed after the process or in-realtime.

Moreover, the aforementioned active and the passive
wearable fingerprinting techniques can be applied to two dif-
ferent components of the wearable device: Applications and
protocols. These important components interact with the out-
side world and provide an excellent opportunity for finger-
printing. For instance, requesting a special information (e.g.,
nonexistent) from a wearable device via the active fingerprint-
ing method and observing its response may provide different
results depending on the application type on the wearable
device. Further, a certain application (e.g., a notification mech-
anism) or a protocol over different-but-seemingly similar
wearable devices (e.g., Sony Smart watch versus LG Smart
watch) may generate different observable signatures. The dif-
ferent fingerprinting methodologies that can be utilized in a
wearable fingerprinting framework are summarized in Fig. 3.
Note that in this work, we utilize an inter-packet timing-based tim-
ing analysis method on Bluetooth classic protocol packets from wear-
able devices, effectively combining two different techniques of passive
fingerprinting, timing and behaviour analysis to determine the
device type. The details of our fingerprinting framework are
given in the following section.

4 WEARABLE FINGERPRINTING FRAMEWORK

Our wearable fingerprinting framework consists of four
main components as shown in Fig. 4. (1) Packet capture; (2)
Feature extractor; (3) Signature generator; and (4) Compari-
son. In this section, we articulate these briefly.

| Packet 1 | | Packet_n |

J L

| Feature Extractor |

!

| Signature Generator

Wearable
Identified

Wearable
NOT Identified

Signature D/B
Fig. 4. Wearable fingerprinting framework.

e  Packet capture: The first step in our wearable finger-
printing framework involves capturing Bluetooth
classic packets from a wearable device. Note that
Bluetooth classic is predominantly used in the wear-
ables domain.

e  Feature extractor: As the packets are collected from
the wearable devices, this component is responsible
for extracting the features from the packets. In our
framework, distinguishing information is inter-
arrival-times between Bluetooth packets.

e  Signature generator: The next component in the fin-
gerprinting is to generate the signatures using the
features as the basis to reveal patterns in the data. In
our work, the signatures are probability distribu-
tions. Once the signatures are generated, they are
also stored in a database so that they can be used to
compare with new signatures when identifying
unknown wearables. In other words, signatures are
used to train the prediction models for various ML
algorithms.

o  Comparison/Prediction: The final step in the wearable
fingerprinting process involves comparing a stored
signature with the wearable that needs to be identi-
fied. If a match with a known signature is found for
the unknown wearable, the unknown wearable is
deemed identified, otherwise unidentified. It should
be noted that from a security stand, both results are
valuable. Here trained machine learning models are
used to make predictions.

Our wearable fingerprinting framework makes use of
classifiers from Weka [28] project and also an external
neural network implementation [29]. The ML algorithms
we used are listed in Table 1. Further, this table includes
the type of the algorithms. As different ML algorithms
can model different patterns in data, we know that the
best performing algorithm will depend on the pattern

TABLE 1

ML Classifiers Used by Our Wearable Identification Framework

Type Name

Functions LibSVM, MultilayerPerceptron, NeuralNetwork,
SMO, SimpleLogistic

Bayes BayesNet, NaiveBayes, NaiveBayesMultinomial
Updateable, NaiveBayesUpdateable

Rules DecisionTable, JRip, OneR, PART

Trees DecisionStump, HoeffdingTree, J48, LMT,

REPTree, RandomForest, RandomTree
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TABLE 2
Paired Smartphone and Wearable Devices in Our Tests Using
Bluetooth BR/EDR Protocol

Device Type Make Marketing Name (O]

Smartwatch Sony Sony smart watch Android
Smartphone Samsung Galaxy S5 Android
Smartwatch Motorola Moto 360 Android
Smartwatch Asus ZenWatch Android
Smartwatch LG G Watch R Android
Smartwatch LG LG Urbane Android
Smartwatch Samsung Gear Live Android

inside Bluetooth traffic captures and extracted features.
However, there is no prior knowledge about the true
nature of the pattern in this data. So, we selected well-
known algorithms designed to model various patterns.
For instance, LibSVM and SimpleLogistic like algorithms
capture functional patterns while BayesNet and Naive-
Bayes like algorithms capture stochastic patterns. Thus,
we incorporated algorithms from all major pattern types
as listed in the Table 1 and exhaustively used them. Our
framework is able to pick the best performing ML algo-
rithm among all the supported ones in the training phase
using the Algorithm 1. Specifically, the algorithm Pick
Best ML Algorithm uses the training dataset ds, list of sup-
ported ML algorithms algs, and the list of filters filters.
It computes accuracy for each ML algorithm alg and each
filtering on training data and keeps a vector of
<alg, accuracy> pairs. Then, it selects top 15 percent of
best performing algorithms and compute the frequency of
each algorithm in this top list. The most frequent algo-
rithm is picked as the best algorithm. Hereafter, this algo-
rithm is used in the testing phase.

Algorithm 1. Pick Best ML Algorithm-Training Phase

Input: ds: learning dataset,
algs: list of supported ML algorithms,
filters: list of filters

Output: returns best performing algorithm

1: v « empty vector

2: for each algorithm alg in algs list do

3:  foreach filter f in filters list do

4: dsy «— apply filter(ds, f)

5: feature_set < generate signature(dsy)

6: modelyy — build model( feature_set, alg)

7 accuracyyqg < test model(modelyy, dsy)

8: add pair <alg, accuracyyq,> to vector v
9: end for

10: end for

11: vygp15 < filter top 15 percent by accuracy(v)

12: alg-_freq «— compute frequency per algorithm(vips)

13: alg < most frequent algorithm(alg-freq)

14: return alg

Then, dataset to signature generation is shown in
Algorithm 2. In order to generate the signature, first, inter
arrival time vector ¢at is computed from the input
dataset. Then, the density distribution of iat vector is
generated. Finally, this distribution is converted into a
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Fig. 5. Bluetooth classic testbed with wearables.

histogram and each bin height in the histogram becomes a
feature in the signature.

Algorithm 2. Generate Signature-All Phases

Input: ds: dataset

Output: returns ds signature

1: iat «— extract inter arrival time(ds)

2: dd « generate density distribution(iat)
3: features < converts to features(dd)

4: return features

5 PERFORMANCE EVALUATION

In order to evaluate the feasibility and efficacy of the pro-
posed wearable fingerprinting framework, we setup a
testbed with a set of representative wearable devices and
studied different test scenarios empirically.

5.1 Testbed and Experiment Methodology
We setup a testbed of six smart watches and a master smart-
phone. Table 2 provides the list of Bluetooth classic wear-
able devices we used in our tests. All watches were paired
with the master smartphone via the Android Wear app as
illustrated in Fig. 5. Note that the smart watches need this
Android Wear App running on the paired smartphone. In
this way, a communication between the smartphone and
smart watch is established as explained in Section 3.
Android Wear App pushes some limitations on Bluetooth
connectivity such as only smartphone-to-smart watch com-
munication is supported. Although a smartphone can be
paired with many smart watches, a smart watch can be
paired with only one smartphone at a time. Since we want
to profile usual Bluetooth traffic on Wearables, we followed
the limitations associated Android Wear. All Bluetooth
communication was captured at the smartphone.

Smart watches receive all notifications from the paired
smartphone. Also, any app in the smartphone communicates
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Fig. 6. Inter-Arrival-Time density distributions of wearables when no
packet filtering applied (i.e., no length or protocol type considered).

with its wearable extension over the Bluetooth channel. This
communication is managed by Android APIs. To facilitate
this, we developed a test Android app with its wearable
extension. This test app generated the Bluetooth traffic
between the smartphone and smart watch. The generated
traffic contained random-sized notifications from the smart
watch to the smartphone and from phone to watch. Each
experiment included about 300 exchanged messages. For
each smart watch, we repeated the experiment 40 times.
The total amount of captured Bluetooth traffic was about
1.08 GBytes.

5.2 Experiments and Results

As articulated earlier, our evaluation focused on the packet
inter-arrival-time distributions as the fundamental wearable
fingerprinting feature. In order to determine the best filter-
ing cases for IATs, we analyzed the packet captures with
packet length and Bluetooth protocol breakdowns.

Fig. 6 displays IAT density distribution for six smart-
watches and one smartphone. Although the smartphone is
not a wearable device, we included here to see the impact of
device diversity. In the figure, the X-axis represents packet
inter-arrival-time in seconds while the Y-axis refers to den-
sity for a given IAT value. The trend of Y-value is more
important then its value. Since it is a density plot, the total
area under each curve is equal to one. As seen in the figure,

for each tested wearable, there are distinct IAT distribu-
tions. To further understand the degree of diversity, we
looked at the hardware specs for each tested wearable
device and tabulated them in Table 3. As the table suggests,
in spite of different appearances and vendors, devices have
small variations in their architectural details. In fact, the
hardware specs correlate with density trends we observed
in our tests. For instance, identical specs of ZenWatch-G,
Watch R, and Sony smart watch resulted in close density
plots while distinct specs of Moto 360 E9A4 and LG Urbane
CFAOQ resulted in further separated plots from each other.

We then analyzed the effect of packet length in our wear-
able fingerprinting framework. Packet length means the
size of evaluated packets and length > k states only packets
larger than k bytes were considered. Fig. 7 shows the den-
sity distributions when different packet sizes were utilized.
As seen in the figures, the size of the packet allows different
densities for each tested wearable device.

Next, we focused on the type of the underlying protocol
utilized by the wearable device in their Bluetooth classic
stack. As presented in Fig. 8, RFCOMM provides more dis-
tinctive curves than SDP and L2CAP protocols. Similar to
results observed with the packet length analysis, the wear-
able devices have varying IAT densities for each tested
device. Finally, we considered both the packet length and
protocol type together. The results for this combined test
case are given in Fig. 9. As seen in the figures, a combined
case also yields distinguishable density plots.

The density distribution curves inspired us to further
analyze the feasibility of IAT feature with packet type and
length in our wearable device identification framework. For
this, we incorporated different machine learning algorithms
into our wearable fingerprinting framework on top of the
IAT feature. We divided probability density curves into 300
bins and convert the area inside each bin into a feature as
described in Algorithm 2. Thus, each session in captures
was enrolled as a signature in the database. Further, as
described earlier, we used the Weka [28] software. In addi-
tion to the ML algorithms provided in Weka, we also
included an external neural network implementation with a
plugin for Weka [29]. We followed Weka conventions and
used 66 percent of captured sessions for learning and used
the remaining for the testing phase. Note that our frame-
work is able to choose the best ML algorithm from the train-
ing data as explained in Section 4 and Algorithm 1. The
framework picked Random Forest algorithm as the best ML
algorithm in the experiment. Table 4 lists top-10 classifica-
tion results with different filters from fingerprinting of
wearables. all — all case, in which all protocols and all

TABLE 3
Hardware Specs of Tested Wearables and a Smartphone with Bluetooth Classic
Device Chipset CPU RAM Bluetooth
Sony smartwatch Qualcomm Snapdragon 400 APQ8026 ARM Cortex-A7,1200 MHz, 4 Core 512 MB 4.0

Galaxy S5 Qualcomm Snapdragon 801 MSM8974AC  Krait 400, 2.5 GHz, 4 Core 2 GB LPDDR3 4.0
Moto 360 E9A4 Texas Instruments OMAP 3 3630 ARM Cortex-A8, 1.2 GHz, 1 Core 512 MBLPDDR 4.0
ZenWatch 1726 Qualcomm Snapdragon 400 APQ8026 ARM Cortex-A7,1.2 GHz, 4 Core 512 MB 4.0
G WatchR4050  Qualcomm Snapdragon 400 APQ8026 ARM Cortex-A7,1.2 GHz, 4 Core ~ 512 MB 4.0
LG Urbane CFA0 Qualcomm Snapdragon 400 APQ8026 ARM Cortex-A7,1.2 GHz, 4 Core 512 MB 4.1
Gear Live 3103 Qualcomm Snapdragon 400 APQ8026 ARM Cortex-A7, 1.2 GHz, 4 Core 512 MB LPDDR2 4.0
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Fig. 7. IAT density distributions of wearables with different packet lengths.
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Fig. 8. IAT density distributions of wearables with different underlying protocol types. Density is measured in 1/seconds. Due to space limitations
L2CAP, RFCOMM, and SDP are presented.
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Fig. 9. IAT density distributions when both packet length and underlying Bluetooth protocol type considered. Due to space limitations HCI_ACL,

L2CAP, and RFCOMM are presented.

packet sizes are covered (i.e., no packet length and protocol
type filter is applied), provides 97 percent accuracy. How-
ever, the highest accuracy, 98 percent, is obtained for
RFCOMM — 10 case, where protocol == RFCOMM and
pktlength > 10 filters were applied. As seen in the table, our
framework yields accuracy performance from 94 to 98 per-
cent for different studied filterings and the picked ML algo-
rithm. Thus, experiment results support that the approach to
pick the most accurate ML algorithm at the training phase
provides highly accurate results in the testing phase also.

Table 5 displays the accuracy details for RFCOMM — 10
case. Average false positive (FP) rate is lower then 1 percent
and both Precision and Recall are as high as 98 percent.
The proposed framework is a complementary security mech-
anism that is non-intrusive. In other words, it does not
require running anything at the wearable device. Bluetooth
traffic can be captured by the connected network device or
by a third device. Traffic capturing is a passive task that does
not introduce any delay and usability of wearables is
not affected by the proposed framework. In summary, our
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TABLE 4
Top-10 Classification Results with Different
Filters from Fingerprinting of Wearables
with Bluetooth Classic

Filtering Case Accuracy (percent)
RFCOMM - 10 98.3193
all-all 97.479
RFCOMM-all 97.479
all-600 96.6387
all-200 95.7983
RFCOMM-200 95.7983
all-400 94.958
all-800 94.1176
RFCOMM-600 94.1176
RFCOMM-400 94.1176

detailed analysis and results with high accuracy and recall
rates demonstrate the efficacy of our proposed wearable
device identification framework.

6 SECURITY IMPACT: THREATS & USE CASES

6.1 Threats

In a wearable networking environment, the network can
dynamically grow and shrink in size with new wearable
devices and equipment depending on the usage. New wear-
ables can join and leave the network and device configura-
tions can change dynamically more frequently than usual
networks. This situation, unfortunately, poses challenges to
the security posture of a network. Specifically, adversaries
may target the functions of the wearable devices or a net-
work with wearables as follows:

e (1) Unauthorized wearables with correct credentials: A
network with wearables may include unauthorized
devices with legitimate credentials. For instance,
wearable devices could be authenticated to the net-
work via an authorized user of the authentication
realm for a specific purpose but could still be part of
the network even beyond their intended duration.

e (2) Wearable devices with counterfeit components: In a
network with wearables, there may be legitimate
wearables devices with counterfeit architectural
(internal) components (e.g., memory, chip) [7], [8].

e (3) Outsider wearable devices (brute-force attackers): A
network with wearables may include an outsider,
whose primary focus is to attempt to participate in
the wearables network by exhaustively searching for
the correct credentials.

(2) Capture BL Features

3) Credentials
Features

(4) Identify Device
+ Authenticate Device
+ Authenticate Credentials

(1) Credentials

BL Speaking
Device

Authentication
Server

Fig. 10. A possible scenario where the proposed framework is utilized by
an authentication server to check device identity in addition to user
credentials.

e (4) Information-leaking wearables: A network with
wearables may include an active outsider or compro-
mised insider device that tries to leak important
information about the network.

6.2 Use Cases for Security

Current security models were mostly built to verify the user,
not the device itself. However, a non-intrusive wearable fin-
gerprinting mechanism such as the one proposed in this
paper can complement existing security mechanisms against
these threats. Fig. 10 illustrates a sample use of the proposed
fingerprinting technique with a traditional authentication
system. When a connection request from a BL speaking
device with (1) credentials is received by intermediate device
(e.g., smart phone, laptop), this intermediate device will (2)
capture BL features and then (3) forward it with credentials
to the authentication server. In addition to traditional cre-
dential controls, (4) authentication server will use finger-
printing techniques to identify the device and control
whether this device should be allowed to connect the net-
work with given credentials. Enabling such additional con-
trols would enhance the authentication server’s ability to
address the aforementioned threats in the following ways:

e (1) The wearable fingerprinting technique can detect
unauthorized wearables with correct credentials as
authentication server would control whether the
device is authorized to access the network in addition
to credentials control. Furthermore, the fingerprint-
ing technique can detect unmanageable wearables
with mechanisms along with traditional access

TABLE 5

Detailed Accuracy Results of the Wearable Fingerprinting Framework for the Identification of the Wearables
TP Rate FP Rate Precision Recall F-Measure MCC ROC Area PRC Area Class
1.000 0.020 0.913 1.000 0.955 0.946 1.000 1.000 ASUS ZenWatch
1.000 0.000 1.000 1.000 1.000 1.000 1.000 1.000 G Watch R
1.000 0.000 1.000 1.000 1.000 1.000 1.000 1.000 Galaxy S5
0.947 0.000 1.000 0.947 0.973 0.968 1.000 1.000 Gear Live
0.941 0.000 1.000 0.941 0.970 0.965 0.999 0.991 LG Urbane
1.000 0.000 1.000 1.000 1.000 1.000 1.000 1.000 Moto 360
1.000 0.000 1.000 1.000 1.000 1.000 1.000 1.000 SmartWatch 3
0.983 0.004 0.985 0.983 0.983 0.980 1.000 0.999 Weighted Avg.
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control mechanisms (e.g., Network Access Control
(NAQ)), improving the efficacy of such products.

e (2) It can be used to help detect wearable devices
with counterfeit or corrupt components as finger-
prints depend on both software and hardware com-
ponents of devices. As a device with counterfeit or
corrupt components will display different perfor-
mance metrics (e.g., packet production rate) when
compared with genuine one, proposed fingerprint-
ing technique would not identify such devices as
authentic ones.

e (3) It can be helpful in determining outsider wear-
able devices that use high resources to perform
brute-force attacks. As wearable devices are typically
resource-limited, outsiders can use rogue wearables
to perform attacks inside the network. Such rogue
wearables will have different performance metrics
which can be detected by the proposed fingerprint-
ing technique.

e (4) It can be used to identify resource-limited wear-
able devices accessing the network and further
enforce access control targeted for such devices. A
smartwatch like wearable device can be used to leak
information from a network where mobility of physi-
cal devices like laptops, usb devices are restricted.
An insider may attempt to use a wearable device like
a smartwatch (some of which looks identical to regu-
lar watches) to access a restricted network and leak
information to outside. In addition to credentials
control, detection of accesses from such wearable
devices helps to address such threats.

Thus, the machine learning based fingerprinting frame-
work proposed in this work infers the device type infor-
mation as a cyber intelligence. This intelligence can be
utilized by any authentication or authorization function
in the network where both the claimed identity of a
device and any attempted action can be further checked
with the actual device type to determine whether this is a
suspicious activity, i.e., a cyber threat. Obviously, such
cyber threat intelligence would increase the overall secu-
rity posture of the network.

7 CONCLUSION

Cyberspace is expanding quickly with the introduction of
new wearable devices (e.g., smart watches). Given the
increasingly critical nature of the cyberspace of these wear-
able devices, it is imperative that they are secured. An
adversary only needs one entry point to infiltrate networks.
Nonetheless, the current security mechanisms are focused
on validating the user, not the device itself. An unautho-
rized wearable device even with an authorized user can per-
petrate malicious activities. Hence, in this work, we
considered wearable fingerprinting as a non-intrusive com-
plementary security mechanism for wearables. Specifically,
we introduced a wearable fingerprinting framework focus-
ing on the characteristics of Bluetooth classic protocol,
which is a common protocol used in the wearables realm.
Our framework also included a comprehensive set of
Machine Learning algorithms (20 different ML algorithm)
in the classification process to pick the best performing
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algorithm. Furthermore, we evaluated the performance of
our wearable fingerprinting technique on real wearable
devices. Our evaluation demonstrated the functionality and
feasibility of the proposed technique. Specifically, our
detailed accuracy results show on average 98.5, 98.3 percent
precision and recall for wearables using the Bluetooth clas-
sic protocol. In essence, the proposed machine learning
based fingerprinting framework provides reliable device
type information to any authentication or authorization
point in the network where the claimed identity or
attempted action can be further checked to determine
whether this is a suspicious activity, i.e., a cyber threat. Cer-
tainly, such cyber threat intelligence would improve the
overall security posture of emerging IoT networks with
multiple wearable devices.

ACKNOWLEDGMENTS

The authors acknowledge US Air Force Research Lab’s
(AFRL-FA8750-13-2-0116) and National Science Foundation’s
(NSF-CAREER-CNS-1453647) support in this work. Any
opinions, findings, and conclusions or recommendations
expressed in this material are those of the authors and do not
necessarily reflect the views of the funding agencies.

REFERENCES

[1] S. M. Kelly, “Experts: Internet of things and wearables will domi-
nate by 2025, ” Jul. 2015. [Online]. Available: http://mashable.
com/2014/05/14/pew-iot-study

[2] D. Evans, “The Internet of Things: How the next evolution of the
Internet is changing everything,” Apr. 2011. [Online]. Available:
https://www.cisco.com/web/about/ac79/docs/innov/IoT_
IBSG_0411FINAL.pdf

[3] P.F. Drucker, “Internet of Things position paper on standardiza-
tion for IoT technologies,” Jan. 2015. [Online]. Available: http://
www.internet-of-things-research.eu/pdf/IERC_Position_Paper_
IoT_Standardization_Final.pdf

[4] ]J. Comstock, “Mobi health news” 2014. [Online]. Available:
http:/ /mobihealthnews.com /37543 / pwc-1-in-5-americans-owns-
a-wearable-1-in-10-wears-them-daily /

[5] R.E.Miller, D.-L. Chen, D. Lee, and R. Hao, “Coping with nonde-
terminism in network protocol testing,” in Testing of Communicat-
ing Systems. Berlin, Germany: Springer, 2005, pp. 129-145.

[6] ]. Caballero, S. Venkataraman, P. Poosankam, M. G. Kang,
D. Song, and A. Blum, “FiG: Automatic fingerprint generation,”
Dept. Elect. Comput. Eng., 2007, vol. 27, pp. 1-16.

[7]1 J. R. Gosler and L. Von Thaer, “Task force report: Resilient mili-
tary systems and the advanced cyber threat, Washington, DC:
Department of Defense, Defense Science Board, vol. 41, 2013.

[8] S. Stecklow, “Exclusive: U.S. nuclear lab removes chinese tech
over security fears,” Jan. 2013. [Online]. Available: http:/ /www.
reuters.com/article/2013/01/07 /us-huawei-alamos-idUSBRE9
0608B20130107

[9] W.Liu, A. Uluagac, and R. Beyah, “MACA: A privacy-preserving

multi-factor cloud authentication system utilizing big data,”

in Proc. IEEE Conf. Comput. Commun. Workshops, Apr. 2014,

pp- 518-523.

T. Kohno, A. Broido, and K. Claffy, “Remote physical device fin-

gerprinting,” in Proc. IEEE Symp. Security Privacy, May 2005,

pp- 211-225

S. Jana and S. K. Kasera, “On fast and accurate detection of unau-

thorized wireless access points using clock skews,” IEEE Trans.

Mobile Comput., vol. 9, no. 3, pp. 449462, Mar. 2010.

L. Letaw, J. Pletcher, and K. Butler, “Host identification via USB

fingerprinting,” in Proc. IEEE 6th Int. Workshop Systematic

Approaches Dig. Forensic Eng., 2011, pp. 1-9.

B. Danev, D. Zanetti, and S. Capkun, “On physical-layer identifi-

cation of wireless devices,” ACM Comput. Surv., vol. 45, no. 1,

pp. 6:1-6:29, Dec. 2012. [Online]. Available: http://doi.acm.org/

10.1145/2379776.2379782

[10]

[11]

[12]

[13]

Authorized licensed use limited to: FLORIDA INTERNATIONAL UNIVERSITY. Downloaded on May 07,2023 at 15:56:35 UTC from IEEE Xplore. Restrictions apply.


http://mashable.com/2014/05/14/pew-iot-study
http://mashable.com/2014/05/14/pew-iot-study
https://www.cisco.com/web/about/ac79/docs/innov/IoT_IBSG_0411FINAL.pdf
https://www.cisco.com/web/about/ac79/docs/innov/IoT_IBSG_0411FINAL.pdf
http://www.internet-of-things-research.eu/pdf/IERC_Position_Paper_IoT_Standardization_Final.pdf
http://www.internet-of-things-research.eu/pdf/IERC_Position_Paper_IoT_Standardization_Final.pdf
http://www.internet-of-things-research.eu/pdf/IERC_Position_Paper_IoT_Standardization_Final.pdf
http://mobihealthnews.com/37543/pwc-1-in-5-americans-owns-a-wearable-1-in-10-wears-them-daily/
http://mobihealthnews.com/37543/pwc-1-in-5-americans-owns-a-wearable-1-in-10-wears-them-daily/
http://www.reuters.com/article/2013/01/07/us-huawei-alamos-idUSBRE90608B20130107
http://www.reuters.com/article/2013/01/07/us-huawei-alamos-idUSBRE90608B20130107
http://www.reuters.com/article/2013/01/07/us-huawei-alamos-idUSBRE90608B20130107
http://doi.acm.org/10.1145/2379776.2379782
http://doi.acm.org/10.1145/2379776.2379782

230 IEEE TRANSACTIONS ON SUSTAINABLE COMPUTING, VOL. 6, NO. 2, APRIL-JUNE 2021

[14] M. Barbeau, J. Hall, and E. Kranakis, “Detection of rogue devices
in bluetooth networks using radio frequency fingerprinting,” in
Proc. 3rd IASTED Int. Conf. Commun. Compu. Netw., CCN, 2006,
pp- 4-6.

V. Brik, S. Banerjee, M. Gruteser, and S. Oh, “Wireless device
identification with radiometric signatures,” in Proc. 14th ACM Int.
Conf. Mobile Comput. Netw., 2008, pp. 116-127.

S. Uluagac, S. V. Radhakrishnan, C. L. Corbett, A. Baca, and
R. Beyah, “A passive technique for fingerprinting wireless devices
with wired-side observations,” in Proc. IEEE Conf. Commun. Netw.
Security, Oct. 2013, pp. 471-479.

S. V. Radhakrishnan, A. S. Uluagac, and R. Beyah, “GTID: A tech-
nique for physical device and device type fingerprinting,” IEEE
Trans. Dependable Secure Comput., vol. 22, no. 5, pp. 519-532, Sep./
Oct. 2015.

Q. Xu, R. Zheng, W. Saad, and Z. Han, “Device fingerprinting in
wireless networks: Challenges and opportunities,” IEEE Commun.
Surv. Tutorials, vol. 18, no. 1, pp. 94-104, Jan.—Mar. 2016.

Tizen operating system, 2015. [Online]. Available: https://www.
tizen.org

Pebble operating system, 2015. [Online]. Available: https:/ /blog.
getpebble.com

The story behind bluetooth technology, 2015. [Online]. Available:
https://www.bluetooth.com/what-is-bluetooth-technology/
bluetooth

History of bluetooth, 2015. [Online]. Available: https://www.
bluetooth.com/media/our-history

G. Shu and D. Lee, “A formal methodology for network protocol
fingerprinting,” IEEE Trans. Parallel Distrib. Syst., vol. 22, no. 11,
pp. 1813-1825, Nov. 2011.

Python scapy, 2015. [Online]. Available: http:/ /www.secdev.org/
projects/scapy

TCPDUMP: A packet analyzer tool, 2015. [Online]. Available:
http://www.tcpdump.org/

Wireshark, 2015. [Online]. Available: https:/ /www.wireshark.org
Project ubertooth, 2015. [Online]. Available: http://ubertooth.
sourceforge.net

M. Hall, E. Frank, G. Holmes, B. Pfahringer, P. Reutemann, and
I. H. Witten, “The weka data mining software: An update,”
SIGKDD Explor. Newsl., vol. 11, no. 1, pp. 10-18, Nov. 2009.
[Online]. Available: http://doi.acm.org/10.1145/1656274.1656278
Java (convolutional or fully-connected) neural network imple-
mentation with plugin for weka. uses dropout and rectified linear
units, 2016. [Online]. Available: https://github.com/amten/
NeuralNetwork.

[15]

[16]

[17]

[18]

(191
[20]

[21]

[22]

[23]

[24]
[25]

[26]
[271

[28]

[29]

Hidayet Aksu received the BS, MS, and PhD
degrees from the Department of Computer Engi-
neering, Bilkent University, in 2005, 2008, and
2014, respectively. He is currently a postdoctoral
associate in the Department of Electrical & Com-
puter Engineering, Florida International Univer-
sity (FIU). Before that, he worked as an adjunct
faculty in the Computer Engineering Department
of Bilkent University. He conducted research as a
visiting scholar at the IBM T.J. Watson Research
Center, in 2012-2013. He also worked for the
Scientific and Technological Research Council of Turkey (TUBITAK).
His research interests include security for cyber-physical systems, inter-
net of things, security for critical infrastructure networks, 10T security,
security analytics, social networks, big data analytics, distributed com-
puting, wireless networks, wireless ad hoc and sensor networks, locali-
zation, and p2p networks.

A. Selcuk Uluagac received the MSc degree
in information security from the School of Com-
puter Science, Georgia Tech, the MSc degree
in electrical and computer engineering from
Carnegie Mellon University, in 2009 and 2002,
respectively, and the PhD degree in concentra-
tion in information security and networking from
the School of Electrical and Computer Engineer-
ing, Georgia Tech, in 2010. He is currently an
assistant professor in the Department of Electri-
cal and Computer Engineering (ECE), Florida
International University (FIU). Before joining Florida International Univer-
sity, he was a senior research engineer in the School of Electrical and
Computer Engineering (ECE), Georgia Institute of Technology. Prior to
Georgia Tech, he was a senior research engineer at Symantec. The
focus of his research is on cyber security topics with an emphasis on its
practical and applied aspects. He is interested in and currently working
on problems pertinent to the security of Cyber-Physical Systems and
Internet of Things. In 2015, he received a Faculty Early Career Develop-
ment (CAREER) Award from the US National Science Foundation
(NSF). In 2015, he was awarded the US Air Force Office of Sponsored
Research’s (AFOSR) 2015 Summer Faculty Fellowship. He is also an
active member of the IEEE (senior grade), ACM, and ASEE and a regu-
lar contributor to national panels and leading journals and conferences
in the field. Currently, he is the area editor of the Elsevier Journal of
Network and Computer Applications and serves on the editorial board of
the IEEE Communication Surveys and Tutorials. More information can
be obtained from: http://web.eng.fiu.edu/selcuk.

AT N

Elizabeth Serena Bentley received the BS
degree in electrical engineering from Cornell Uni-
versity, the MS degree in electrical engineering
from Lehigh University, and the PhD degree in
electrical engineering from the University of New
York at Buffalo. She was a National Research
Council Post-Doctoral Research Associate at the
Air Force Research Laboratory in Rome, NY.
Currently, she is employed by the Air Force
Research Laboratory in Rome, NY, performing
in-house research and development in the Net-
working Technology branch. Her research interests include cross-layer
optimization, wireless multiple-access communications, wireless video
transmission, modeling and simulation, and directional antennas/direc-
tional networking.

> For more information on this or any other computing topic,
please visit our Digital Library at www.computer.org/csdl.

Authorized licensed use limited to: FLORIDA INTERNATIONAL UNIVERSITY. Downloaded on May 07,2023 at 15:56:35 UTC from IEEE Xplore. Restrictions apply.


https://www.tizen.org
https://www.tizen.org
https://blog.getpebble.com
https://blog.getpebble.com
https://www.bluetooth.com/what-is-bluetooth-technology/bluetooth
https://www.bluetooth.com/what-is-bluetooth-technology/bluetooth
https://www.bluetooth.com/media/our-history
https://www.bluetooth.com/media/our-history
http://www.secdev.org/projects/scapy
http://www.secdev.org/projects/scapy
http://www.tcpdump.org/
https://www.wireshark.org
http://ubertooth.sourceforge.net
http://ubertooth.sourceforge.net
http://doi.acm.org/10.1145/1656274.1656278
https://github.com/amten/NeuralNetwork.
https://github.com/amten/NeuralNetwork.
http://web.eng.fiu.edu/selcuk


<<
  /ASCII85EncodePages false
  /AllowTransparency false
  /AutoPositionEPSFiles true
  /AutoRotatePages /None
  /Binding /Left
  /CalGrayProfile (Gray Gamma 2.2)
  /CalRGBProfile (sRGB IEC61966-2.1)
  /CalCMYKProfile (U.S. Web Coated \050SWOP\051 v2)
  /sRGBProfile (sRGB IEC61966-2.1)
  /CannotEmbedFontPolicy /Warning
  /CompatibilityLevel 1.4
  /CompressObjects /Off
  /CompressPages true
  /ConvertImagesToIndexed true
  /PassThroughJPEGImages true
  /CreateJobTicket false
  /DefaultRenderingIntent /Default
  /DetectBlends true
  /DetectCurves 0.0000
  /ColorConversionStrategy /sRGB
  /DoThumbnails true
  /EmbedAllFonts true
  /EmbedOpenType false
  /ParseICCProfilesInComments true
  /EmbedJobOptions true
  /DSCReportingLevel 0
  /EmitDSCWarnings false
  /EndPage -1
  /ImageMemory 1048576
  /LockDistillerParams true
  /MaxSubsetPct 100
  /Optimize true
  /OPM 0
  /ParseDSCComments false
  /ParseDSCCommentsForDocInfo true
  /PreserveCopyPage true
  /PreserveDICMYKValues true
  /PreserveEPSInfo false
  /PreserveFlatness true
  /PreserveHalftoneInfo true
  /PreserveOPIComments false
  /PreserveOverprintSettings true
  /StartPage 1
  /SubsetFonts true
  /TransferFunctionInfo /Remove
  /UCRandBGInfo /Preserve
  /UsePrologue false
  /ColorSettingsFile ()
  /AlwaysEmbed [ true
    /Algerian
    /Arial-Black
    /Arial-BlackItalic
    /Arial-BoldItalicMT
    /Arial-BoldMT
    /Arial-ItalicMT
    /ArialMT
    /ArialNarrow
    /ArialNarrow-Bold
    /ArialNarrow-BoldItalic
    /ArialNarrow-Italic
    /ArialUnicodeMS
    /BaskOldFace
    /Batang
    /Bauhaus93
    /BellMT
    /BellMTBold
    /BellMTItalic
    /BerlinSansFB-Bold
    /BerlinSansFBDemi-Bold
    /BerlinSansFB-Reg
    /BernardMT-Condensed
    /BodoniMTPosterCompressed
    /BookAntiqua
    /BookAntiqua-Bold
    /BookAntiqua-BoldItalic
    /BookAntiqua-Italic
    /BookmanOldStyle
    /BookmanOldStyle-Bold
    /BookmanOldStyle-BoldItalic
    /BookmanOldStyle-Italic
    /BookshelfSymbolSeven
    /BritannicBold
    /Broadway
    /BrushScriptMT
    /CalifornianFB-Bold
    /CalifornianFB-Italic
    /CalifornianFB-Reg
    /Centaur
    /Century
    /CenturyGothic
    /CenturyGothic-Bold
    /CenturyGothic-BoldItalic
    /CenturyGothic-Italic
    /CenturySchoolbook
    /CenturySchoolbook-Bold
    /CenturySchoolbook-BoldItalic
    /CenturySchoolbook-Italic
    /Chiller-Regular
    /ColonnaMT
    /ComicSansMS
    /ComicSansMS-Bold
    /CooperBlack
    /CourierNewPS-BoldItalicMT
    /CourierNewPS-BoldMT
    /CourierNewPS-ItalicMT
    /CourierNewPSMT
    /EstrangeloEdessa
    /FootlightMTLight
    /FreestyleScript-Regular
    /Garamond
    /Garamond-Bold
    /Garamond-Italic
    /Georgia
    /Georgia-Bold
    /Georgia-BoldItalic
    /Georgia-Italic
    /Haettenschweiler
    /HarlowSolid
    /Harrington
    /HighTowerText-Italic
    /HighTowerText-Reg
    /Impact
    /InformalRoman-Regular
    /Jokerman-Regular
    /JuiceITC-Regular
    /KristenITC-Regular
    /KuenstlerScript-Black
    /KuenstlerScript-Medium
    /KuenstlerScript-TwoBold
    /KunstlerScript
    /LatinWide
    /LetterGothicMT
    /LetterGothicMT-Bold
    /LetterGothicMT-BoldOblique
    /LetterGothicMT-Oblique
    /LucidaBright
    /LucidaBright-Demi
    /LucidaBright-DemiItalic
    /LucidaBright-Italic
    /LucidaCalligraphy-Italic
    /LucidaConsole
    /LucidaFax
    /LucidaFax-Demi
    /LucidaFax-DemiItalic
    /LucidaFax-Italic
    /LucidaHandwriting-Italic
    /LucidaSansUnicode
    /Magneto-Bold
    /MaturaMTScriptCapitals
    /MediciScriptLTStd
    /MicrosoftSansSerif
    /Mistral
    /Modern-Regular
    /MonotypeCorsiva
    /MS-Mincho
    /MSReferenceSansSerif
    /MSReferenceSpecialty
    /NiagaraEngraved-Reg
    /NiagaraSolid-Reg
    /NuptialScript
    /OldEnglishTextMT
    /Onyx
    /PalatinoLinotype-Bold
    /PalatinoLinotype-BoldItalic
    /PalatinoLinotype-Italic
    /PalatinoLinotype-Roman
    /Parchment-Regular
    /Playbill
    /PMingLiU
    /PoorRichard-Regular
    /Ravie
    /ShowcardGothic-Reg
    /SimSun
    /SnapITC-Regular
    /Stencil
    /SymbolMT
    /Tahoma
    /Tahoma-Bold
    /TempusSansITC
    /TimesNewRomanMT-ExtraBold
    /TimesNewRomanMTStd
    /TimesNewRomanMTStd-Bold
    /TimesNewRomanMTStd-BoldCond
    /TimesNewRomanMTStd-BoldIt
    /TimesNewRomanMTStd-Cond
    /TimesNewRomanMTStd-CondIt
    /TimesNewRomanMTStd-Italic
    /TimesNewRomanPS-BoldItalicMT
    /TimesNewRomanPS-BoldMT
    /TimesNewRomanPS-ItalicMT
    /TimesNewRomanPSMT
    /Times-Roman
    /Trebuchet-BoldItalic
    /TrebuchetMS
    /TrebuchetMS-Bold
    /TrebuchetMS-Italic
    /Verdana
    /Verdana-Bold
    /Verdana-BoldItalic
    /Verdana-Italic
    /VinerHandITC
    /Vivaldii
    /VladimirScript
    /Webdings
    /Wingdings2
    /Wingdings3
    /Wingdings-Regular
    /ZapfChanceryStd-Demi
    /ZWAdobeF
  ]
  /NeverEmbed [ true
  ]
  /AntiAliasColorImages false
  /CropColorImages true
  /ColorImageMinResolution 150
  /ColorImageMinResolutionPolicy /OK
  /DownsampleColorImages false
  /ColorImageDownsampleType /Bicubic
  /ColorImageResolution 150
  /ColorImageDepth -1
  /ColorImageMinDownsampleDepth 1
  /ColorImageDownsampleThreshold 1.50000
  /EncodeColorImages true
  /ColorImageFilter /DCTEncode
  /AutoFilterColorImages false
  /ColorImageAutoFilterStrategy /JPEG
  /ColorACSImageDict <<
    /QFactor 0.76
    /HSamples [2 1 1 2] /VSamples [2 1 1 2]
  >>
  /ColorImageDict <<
    /QFactor 0.40
    /HSamples [1 1 1 1] /VSamples [1 1 1 1]
  >>
  /JPEG2000ColorACSImageDict <<
    /TileWidth 256
    /TileHeight 256
    /Quality 15
  >>
  /JPEG2000ColorImageDict <<
    /TileWidth 256
    /TileHeight 256
    /Quality 15
  >>
  /AntiAliasGrayImages false
  /CropGrayImages true
  /GrayImageMinResolution 150
  /GrayImageMinResolutionPolicy /OK
  /DownsampleGrayImages false
  /GrayImageDownsampleType /Bicubic
  /GrayImageResolution 300
  /GrayImageDepth -1
  /GrayImageMinDownsampleDepth 2
  /GrayImageDownsampleThreshold 1.50000
  /EncodeGrayImages true
  /GrayImageFilter /DCTEncode
  /AutoFilterGrayImages false
  /GrayImageAutoFilterStrategy /JPEG
  /GrayACSImageDict <<
    /QFactor 0.76
    /HSamples [2 1 1 2] /VSamples [2 1 1 2]
  >>
  /GrayImageDict <<
    /QFactor 0.40
    /HSamples [1 1 1 1] /VSamples [1 1 1 1]
  >>
  /JPEG2000GrayACSImageDict <<
    /TileWidth 256
    /TileHeight 256
    /Quality 15
  >>
  /JPEG2000GrayImageDict <<
    /TileWidth 256
    /TileHeight 256
    /Quality 15
  >>
  /AntiAliasMonoImages false
  /CropMonoImages true
  /MonoImageMinResolution 1200
  /MonoImageMinResolutionPolicy /OK
  /DownsampleMonoImages false
  /MonoImageDownsampleType /Bicubic
  /MonoImageResolution 600
  /MonoImageDepth -1
  /MonoImageDownsampleThreshold 1.50000
  /EncodeMonoImages true
  /MonoImageFilter /CCITTFaxEncode
  /MonoImageDict <<
    /K -1
  >>
  /AllowPSXObjects false
  /CheckCompliance [
    /None
  ]
  /PDFX1aCheck false
  /PDFX3Check false
  /PDFXCompliantPDFOnly false
  /PDFXNoTrimBoxError true
  /PDFXTrimBoxToMediaBoxOffset [
    0.00000
    0.00000
    0.00000
    0.00000
  ]
  /PDFXSetBleedBoxToMediaBox true
  /PDFXBleedBoxToTrimBoxOffset [
    0.00000
    0.00000
    0.00000
    0.00000
  ]
  /PDFXOutputIntentProfile (None)
  /PDFXOutputConditionIdentifier ()
  /PDFXOutputCondition ()
  /PDFXRegistryName ()
  /PDFXTrapped /False

  /CreateJDFFile false
  /Description <<
    /CHS <FEFF4f7f75288fd94e9b8bbe5b9a521b5efa7684002000410064006f006200650020005000440046002065876863900275284e8e55464e1a65876863768467e5770b548c62535370300260a853ef4ee54f7f75280020004100630072006f0062006100740020548c002000410064006f00620065002000520065006100640065007200200035002e003000204ee553ca66f49ad87248672c676562535f00521b5efa768400200050004400460020658768633002>
    /CHT <FEFF4f7f752890194e9b8a2d7f6e5efa7acb7684002000410064006f006200650020005000440046002065874ef69069752865bc666e901a554652d965874ef6768467e5770b548c52175370300260a853ef4ee54f7f75280020004100630072006f0062006100740020548c002000410064006f00620065002000520065006100640065007200200035002e003000204ee553ca66f49ad87248672c4f86958b555f5df25efa7acb76840020005000440046002065874ef63002>
    /DAN <FEFF004200720075006700200069006e0064007300740069006c006c0069006e006700650072006e0065002000740069006c0020006100740020006f007000720065007400740065002000410064006f006200650020005000440046002d0064006f006b0075006d0065006e007400650072002c0020006400650072002000650067006e006500720020007300690067002000740069006c00200064006500740061006c006a006500720065007400200073006b00e60072006d007600690073006e0069006e00670020006f00670020007500640073006b007200690076006e0069006e006700200061006600200066006f0072007200650074006e0069006e006700730064006f006b0075006d0065006e007400650072002e0020004400650020006f007000720065007400740065006400650020005000440046002d0064006f006b0075006d0065006e0074006500720020006b0061006e002000e50062006e00650073002000690020004100630072006f00620061007400200065006c006c006500720020004100630072006f006200610074002000520065006100640065007200200035002e00300020006f00670020006e0079006500720065002e>
    /DEU <FEFF00560065007200770065006e00640065006e0020005300690065002000640069006500730065002000450069006e007300740065006c006c0075006e00670065006e0020007a0075006d002000450072007300740065006c006c0065006e00200076006f006e002000410064006f006200650020005000440046002d0044006f006b0075006d0065006e00740065006e002c00200075006d002000650069006e00650020007a0075007600650072006c00e40073007300690067006500200041006e007a006500690067006500200075006e00640020004100750073006700610062006500200076006f006e00200047006500730063006800e40066007400730064006f006b0075006d0065006e00740065006e0020007a0075002000650072007a00690065006c0065006e002e00200044006900650020005000440046002d0044006f006b0075006d0065006e007400650020006b00f6006e006e0065006e0020006d006900740020004100630072006f00620061007400200075006e0064002000520065006100640065007200200035002e003000200075006e00640020006800f600680065007200200067006500f600660066006e00650074002000770065007200640065006e002e>
    /ESP <FEFF005500740069006c0069006300650020006500730074006100200063006f006e0066006900670075007200610063006900f3006e0020007000610072006100200063007200650061007200200064006f00630075006d0065006e0074006f0073002000640065002000410064006f00620065002000500044004600200061006400650063007500610064006f007300200070006100720061002000760069007300750061006c0069007a00610063006900f3006e0020006500200069006d0070007200650073006900f3006e00200064006500200063006f006e006600690061006e007a006100200064006500200064006f00630075006d0065006e0074006f007300200063006f006d00650072006300690061006c00650073002e002000530065002000700075006500640065006e00200061006200720069007200200064006f00630075006d0065006e0074006f00730020005000440046002000630072006500610064006f007300200063006f006e0020004100630072006f006200610074002c002000410064006f00620065002000520065006100640065007200200035002e003000200079002000760065007200730069006f006e0065007300200070006f00730074006500720069006f007200650073002e>
    /FRA <FEFF005500740069006c006900730065007a00200063006500730020006f007000740069006f006e00730020006100660069006e00200064006500200063007200e900650072002000640065007300200064006f00630075006d0065006e00740073002000410064006f006200650020005000440046002000700072006f00660065007300730069006f006e006e0065006c007300200066006900610062006c0065007300200070006f007500720020006c0061002000760069007300750061006c00690073006100740069006f006e0020006500740020006c00270069006d007000720065007300730069006f006e002e0020004c0065007300200064006f00630075006d0065006e00740073002000500044004600200063007200e900e90073002000700065007500760065006e0074002000ea0074007200650020006f007500760065007200740073002000640061006e00730020004100630072006f006200610074002c002000610069006e00730069002000710075002700410064006f00620065002000520065006100640065007200200035002e0030002000650074002000760065007200730069006f006e007300200075006c007400e90072006900650075007200650073002e>
    /ITA (Utilizzare queste impostazioni per creare documenti Adobe PDF adatti per visualizzare e stampare documenti aziendali in modo affidabile. I documenti PDF creati possono essere aperti con Acrobat e Adobe Reader 5.0 e versioni successive.)
    /JPN <FEFF30d330b830cd30b9658766f8306e8868793a304a3088307353705237306b90693057305f002000410064006f0062006500200050004400460020658766f8306e4f5c6210306b4f7f75283057307e305930023053306e8a2d5b9a30674f5c62103055308c305f0020005000440046002030d530a130a430eb306f3001004100630072006f0062006100740020304a30883073002000410064006f00620065002000520065006100640065007200200035002e003000204ee5964d3067958b304f30533068304c3067304d307e305930023053306e8a2d5b9a3067306f30d530a930f330c8306e57cb30818fbc307f3092884c3044307e30593002>
    /KOR <FEFFc7740020c124c815c7440020c0acc6a9d558c5ec0020be44c988b2c8c2a40020bb38c11cb97c0020c548c815c801c73cb85c0020bcf4ace00020c778c1c4d558b2940020b3700020ac00c7a50020c801d569d55c002000410064006f0062006500200050004400460020bb38c11cb97c0020c791c131d569b2c8b2e4002e0020c774b807ac8c0020c791c131b41c00200050004400460020bb38c11cb2940020004100630072006f0062006100740020bc0f002000410064006f00620065002000520065006100640065007200200035002e00300020c774c0c1c5d0c11c0020c5f40020c2180020c788c2b5b2c8b2e4002e>
    /NLD (Gebruik deze instellingen om Adobe PDF-documenten te maken waarmee zakelijke documenten betrouwbaar kunnen worden weergegeven en afgedrukt. De gemaakte PDF-documenten kunnen worden geopend met Acrobat en Adobe Reader 5.0 en hoger.)
    /NOR <FEFF004200720075006b00200064006900730073006500200069006e006e007300740069006c006c0069006e00670065006e0065002000740069006c002000e50020006f0070007000720065007400740065002000410064006f006200650020005000440046002d0064006f006b0075006d0065006e00740065007200200073006f006d002000650072002000650067006e0065007400200066006f00720020007000e5006c006900740065006c006900670020007600690073006e0069006e00670020006f00670020007500740073006b007200690066007400200061007600200066006f0072007200650074006e0069006e006700730064006f006b0075006d0065006e007400650072002e0020005000440046002d0064006f006b0075006d0065006e00740065006e00650020006b0061006e002000e50070006e00650073002000690020004100630072006f00620061007400200065006c006c00650072002000410064006f00620065002000520065006100640065007200200035002e003000200065006c006c00650072002e>
    /PTB <FEFF005500740069006c0069007a006500200065007300730061007300200063006f006e00660069006700750072006100e700f50065007300200064006500200066006f0072006d00610020006100200063007200690061007200200064006f00630075006d0065006e0074006f0073002000410064006f00620065002000500044004600200061006400650071007500610064006f00730020007000610072006100200061002000760069007300750061006c0069007a006100e700e3006f002000650020006100200069006d0070007200650073007300e3006f00200063006f006e0066006900e1007600650069007300200064006500200064006f00630075006d0065006e0074006f007300200063006f006d0065007200630069006100690073002e0020004f007300200064006f00630075006d0065006e0074006f00730020005000440046002000630072006900610064006f007300200070006f00640065006d0020007300650072002000610062006500720074006f007300200063006f006d0020006f0020004100630072006f006200610074002000650020006f002000410064006f00620065002000520065006100640065007200200035002e0030002000650020007600650072007300f50065007300200070006f00730074006500720069006f007200650073002e>
    /SUO <FEFF004b00e40079007400e40020006e00e40069007400e4002000610073006500740075006b007300690061002c0020006b0075006e0020006c0075006f0074002000410064006f0062006500200050004400460020002d0064006f006b0075006d0065006e007400740065006a0061002c0020006a006f0074006b006100200073006f0070006900760061007400200079007200690074007900730061007300690061006b00690072006a006f006a0065006e0020006c0075006f00740065007400740061007600610061006e0020006e00e400790074007400e4006d0069007300650065006e0020006a0061002000740075006c006f007300740061006d0069007300650065006e002e0020004c0075006f0064007500740020005000440046002d0064006f006b0075006d0065006e00740069007400200076006f0069006400610061006e0020006100760061007400610020004100630072006f0062006100740069006c006c00610020006a0061002000410064006f00620065002000520065006100640065007200200035002e0030003a006c006c00610020006a006100200075007500640065006d006d0069006c006c0061002e>
    /SVE <FEFF0041006e007600e4006e00640020006400650020006800e4007200200069006e0073007400e4006c006c006e0069006e006700610072006e00610020006f006d002000640075002000760069006c006c00200073006b006100700061002000410064006f006200650020005000440046002d0064006f006b0075006d0065006e007400200073006f006d00200070006100730073006100720020006600f60072002000740069006c006c006600f60072006c00690074006c006900670020007600690073006e0069006e00670020006f006300680020007500740073006b007200690066007400650072002000610076002000610066006600e4007200730064006f006b0075006d0065006e0074002e002000200053006b006100700061006400650020005000440046002d0064006f006b0075006d0065006e00740020006b0061006e002000f600700070006e00610073002000690020004100630072006f0062006100740020006f00630068002000410064006f00620065002000520065006100640065007200200035002e00300020006f00630068002000730065006e006100720065002e>
    /ENU (Use these settings to create PDFs that match the "Suggested"  settings for PDF Specification 4.0)
  >>
>> setdistillerparams
<<
  /HWResolution [600 600]
  /PageSize [612.000 792.000]
>> setpagedevice


