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Abstract—In-browser cryptomining uses the computational power of a website’s visitors to mine cryptocurrency, i.e., to create new coins. With the rise of ready-to-use mining scripts distributed by service providers (e.g., Coinhive), it has become trivial to turn a website into a cryptominer by copying and pasting the mining script. Both legitimate webpage owners who want to raise an extra revenue under users’ explicit consent and malicious actors who wish to exploit the computational power of the users’ computers without their consent have started to utilize this emerging paradigm of cryptocurrency operations. In-browser cryptomining, though mostly abused by malicious actors in practice, is indeed a promising funding model that can be utilized by website owners, publishers, or non-profit organizations for legitimate business purposes, such as to collect revenue or donations for humanitarian projects, inter alia. However, our analysis in this paper shows that in practice, regardless of their being legitimate or not, all in-browser mining scripts are treated the same as malicious cryptomining samples (aka cryptojacking) and blacklisted by browser extensions or antiviruses. Indeed, there is a need for a better understanding of the in-browser cryptomining ecosystem. Hence, in this paper, we present an in-depth empirical analysis of in-browser cryptomining processes, focusing on the samples explicitly asking for user consent, which we call permissioned cryptomining. To the best of our knowledge, this is the first study focusing on the permissioned cryptomining samples. For this, we created a dataset of 6269 unique websites containing cryptomining scripts in their source codes to characterize the in-browser cryptomining ecosystem by differentiating permissioned and permissionless cryptomining samples. We believe that (1) this paper is the first attempt showing that permissioned in-browser cryptomining could be a legitimate and viable monetization tool if implemented responsibly and without interrupting the user, and (2) this paper will catalyze the widespread adoption of legitimate cryptomining with user consent and awareness.
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I. INTRODUCTION

Blockchain technologies gained enormous popularity in the last decade. People started looking for cryptocurrency developments and different implementation ideas for various business types supported by Decentralized Applications (DApps). Some systems purposed to put some extra money by merging existing services with blockchain-based technologies. One of them is in-browser cryptocurrency mining (cryptomining) technology. In-browser cryptomining allows websites to use their visitors’ (i.e., clients’) computational resources to mine cryptocurrency and to make revenue on behalf of the owner of a webpage. On the client side, in-browser mining is originally proposed as an alternative revenue mechanism to advertisements by the website owners, which in return, offer premium content or add-free surfing to its users. However, with the profitability of bitcoin and alternative cryptocurrencies, the attackers have started hijacking some popular websites [1] to embed cryptomining scripts (aka cryptojacking) and start mining without the knowledge and explicit consent of the users [2]. As of this writing, 32.3 million total cryptojacking attacks have been registered during the first half of 2020 [3]. Such malicious cryptomining scripts were even found on some government websites around the world [4]. Although in-browser cryptomining is instrumental for legitimate business purposes, the malicious or illegitimate usage is also gaining traction and is not unknown. There exist some mitigation techniques that can be used by the users in practice such as browser extensions [5], [6] or antivirus programs [7], [8]. Moreover, there have been a number of detection studies proposed in the literature [9]–[18] using the behavioral features such as CPU usage, WebAssembly instructions, or network traffic.

Unfortunately, in the ecosystem of in-browser cryptomining, even though some website owners ask for explicit user consent before starting mining the clients’ resources, none of the browser extensions, antivirus programs, and the detection studies [19]–[23] in the literature differentiates the ones asking for explicit user consent (i.e., permissioned) from the ones starting mining without the knowledge and consent (i.e., permissionless) of the user. All in-browser cryptomining scripts are blacklisted and blocked by the prevention mechanisms. Google Chrome [24] and Opera [25] has recently announced that they would remove the cryptomining browser extensions from their web store and block the websites containing cryptomining scripts to protect their users as they are mostly being abused in practice.

Motivation. Indeed, the legitimate adoption of this emerging technology is instrumental for several reasons: First of all, today, a substantial portion of the revenue on the web is currently generated through online advertisements. However, the advertisement ecosystem is abused by the attackers, who redirect the users to malicious websites to spread the malware [26] (i.e., malvertising [27]) or ransomware [28]. In this case, permissioned in-browser cryptomining would have been very beneficial by allowing the website owners to monetize their content by charging their users with their processing power instead of making without advertisements. This would reduce the risks posed by malicious advertisements. Second, permissioned in-browser cryptomining would have been a great mechanism to reach a large number of users and provide an easy payment method for nonprofit organizations and
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publishers. In this regard, there have already been a few attempts, such as the Hope project of UNICEF [29] and the media outlet Salon [30]. Third, in-browser cryptomining would offer convenience to end-users with its ad-free and customized content offered by the websites in exchange for uninterrupted use of the users’ processing power.

Despite these potential benefits, the legitimate side of in-browser cryptomining has never been analyzed by the community due to its bad fame. This paper is the first attempt to differentiate the permissioned from permissionless cryptomining (i.e., cryptojacking). We present a detailed empirical analysis of permissioned and permissionless in-browser cryptomining operations with real data collected from the web. Specifically, we created a dataset of 6269 unique websites containing cryptomining scripts in their source codes. Then, we performed a detailed cross-correlation analysis between the permissioned and permissionless cryptomining samples to reveal the differences (if any) between them and explore the characteristics of the permissioned cryptomining. In addition, we identified five different user consent methods used by the samples after a further analysis on the permissioned cryptomining samples. Finally, based on the samples we analyzed, our findings, and service provider documentations, we revisit the permissioned cryptomining services with the following questions: 1) Can they be an alternative to advertisement? 2) Do they interrupt the users? 3) Do they satisfy consent requirements? We found that an affirmative answer is possible for each question if implemented properly by the service provider and the website owner, which led us to believe that the potential of permissioned in-browser cryptomining as a legitimate and viable monetization tool.

**Contributions.** We summarize the main contributions of this paper as follows:

- **We**, for the first time in the literature, categorized in-browser cryptomining into two categories 1) Permissioned and 2) Permissionless (i.e., cryptojacking).
- We performed an empirical analysis with recent cryptomining samples focusing on the permissioned cryptomining. For this, we collected a large number (i.e., 6269) of unique cryptomining samples from 14 different service providers. We identified 24 unique keywords that can be used to detect the samples with those service providers. Moreover, we also identified 9 keywords for the consent detection and 4 obfuscated scripts.
- We perform profit, usability, and user consent analysis on the existing cryptomining scripts provided by the service providers found in our dataset.
- We proposed a novel consent evaluation framework for the service providers and presented our benchmarking results for the 14 service providers we detected in the dataset.

**Organization.** The remainder of this paper is organized as follows: In Section II, we give background information for in-browser cryptomining, and we present our data collection process in Section III. After that, Section IV-A presents the initial analysis of the entire dataset to show the distribution of the service providers and other features of the dataset. Then, in Section IV-B, we delve into our dataset and present the cross-correlation between the different features of the dataset. Section IV-C reports the different consent types we found in permissioned cryptomining samples. Section V analyzes the existing service provider scripts’ suitability as a monetization tool and presents the consent evaluation framework we propose. Finally, Section VII concludes the paper.

## II. BACKGROUND: BROWSER-BASED CRYPTOJACKING

### A. How does it work?

Blockchain technologies ensure the immutability of the chain with several consensus algorithms. The most well-known consensus algorithm is Proof of Work (PoW), and it is used by several leading blockchain technologies such as Bitcoin [31], Ethereum [32], Monero [33], and some other famous cryptocurrencies [34]. The PoW consensus algorithm depends on the processors’ computational power such as CPU, GPU, and embedded chipsets (e.g., ASIC miners). In-browser mining aims to use webpage visitors’ (i.e., clients) computational power as long as the related tab on the browser remains open on the user side.

![Fig. 1: Creation and injection of in-browser mining script](image1.png)

**Fig. 1: Creation and injection of in-browser mining script**
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**Fig. 2: Lifecycle of in-browser mining**

Service providers generally manage in-browser cryptomining source codes and operations, as shown in Figure 1. The webpage owner creates an account on the service provider’s website and receives the needed script and credentials for the in-browser mining. The webpage owner embeds this code into the HTML source code or adds it as a plugin for some service providers. After this process, the in-browser mining operation starts as shown in Figure 2, and all the visitors become ad-hoc miners for these webpages and solve mining tasks for webpage owners. Mining tasks are assigned to the users by the service providers, or they may be directly coming from the mining pool. At the end of the pre-defined period, the webpage owners receive the mining share after the service provider cuts the service commission. In this process, the users do not receive any profit.
**B. Permissioned vs. Permissionless Cryptomining**

We categorize the cryptomining scripts into two categories: 1) **permissioned** 2) **permissionless**. Permissioned cryptomining samples contain a code snippet for explicit user consent. In contrast, permissionless cryptomining samples do not ask for user consent, i.e., automatically starts mining without the visitor’s knowledge or consent. However, while some service providers have methods to implement these options in their script, some of them have different ways of implementing such a user interface.

**Listing 1: A sample permissioned-in-browser cryptominer script.**

```
1 <script src="/path-to-script">
2   </script>
3 var client = new Client.Anonymous("<site-key>", { throttle: 0, c: 
4   "<w " }, client.start);
5 _client.addMiningNotification("Top", "This site is running JavaScript
6   miner from coinimp.com","#cccccc", 40, ",#3d3d3d");
```

Listing 1 shows a sample in-browser cryptominer script provided by the Coinimp service provider [35], which is a currently active service provider. Line 5 in the code snippet contains a method for the user notification. The method can be used by adjusting the parameters by the website owners. The decision to include the notification or not is in the control of the website owner. If line 5 is not included, the miner will start automatically in the background without notifying the user beforehand. Moreover, this method does not give the user the option to opt-out easily. We present the notification method provided by the Coinimp service provider here as a representative example, but there are other user consent methods provided by other service providers as well. We will analyze the service providers in Section IV-A and different user consent types in Section IV-C in further detail.

### III. Dataset Creation & Methodology

In this section, we explain the methodology and tools we used for the dataset creation. The entire process is illustrated in Figure 3.

**Keyword Collection:** In order to find the cryptojacking samples, we used static keyword detection methods. Our primary source is the keyword blacklists released by browser extensions NoCoin [36] and MinerBlock [5]. We obtained a total of 1183 keywords from the merged blacklist of these two lists. Our second source for the keywords is the keyword lists released by other important studies Bijmans et al. [37] and Konoth et al. [38], in which we obtained 76 and 36 keywords, respectively. Our final keyword list is the keyword lists we found manually from the publicly known service providers. With this method, we extracted 25 keywords that could be used to detect cryptomining samples. After this process, we obtained 1322 a list of keywords.

**Source Download and Verification:** The collected list of 1322 keywords also includes duplicates and multiple keywords for the same service providers. Therefore, we removed the duplicates from the list and decided unique keywords for each known service provider. Then, we used PublicWWW [39] to find the corresponding websites containing those keywords in their HTML source code. PublicWWW is a web search engine tool, allowing us to search the HTML source of the websites, as of this writing, including over 500M websites. We downloaded the query result of all of the keywords. Some of the different keywords belong to the same URL; therefore, we again removed the duplicates. After removing the duplicates, we downloaded the corresponding source codes of the websites using a crawler. Our crawler checks the URL’s HTTP response and connects to the webpage to fetch the HTML source code. After downloading the HTML source code, our crawler checks the related keywords from the keyword list and saves the HTML document to the related file. To avoid any discrepancies, we searched the keywords in the downloaded source code and removed samples that do not contain the keywords from the dataset. At the end of this process, we obtained a total of 6269 unique samples. We also obtained 24 unique keywords that can be used to identify 14 different service providers and corresponding 5328 HTML files as well as 130 unique keywords and 941 HTML source codes with unknown service providers. We labelled the samples with a known service provider as Known Service Provider (KSP) samples, and we used these samples for the rest of the analysis. In other words, we used 5328 unique samples with known

---

**TABLE I: Service provider keywords.**

<table>
<thead>
<tr>
<th>Service Provider</th>
<th>Keyword</th>
</tr>
</thead>
<tbody>
<tr>
<td>Authedmine</td>
<td>authedmine.min.js, authedmine.eu/lib/1.js, simple-ui.min.js</td>
</tr>
<tr>
<td>Browsermine</td>
<td>html.js</td>
</tr>
<tr>
<td>Coinhave</td>
<td>coin-have.com</td>
</tr>
<tr>
<td>Coinhive</td>
<td>wp-monero-miner-using-coin-hive, wp-monero-miner-pro</td>
</tr>
<tr>
<td>Coinimp</td>
<td>client.start</td>
</tr>
<tr>
<td>CoinNebula</td>
<td>CoinNebula</td>
</tr>
<tr>
<td>Crypto-Loot</td>
<td>CRLT.Anonymous, cryptoloot.pro</td>
</tr>
<tr>
<td>DeepMiner</td>
<td>deepMiner.Anonymous, deepMiner.init</td>
</tr>
<tr>
<td>JSEcoin</td>
<td>load.jsecoin.com</td>
</tr>
<tr>
<td>Monerise</td>
<td>monerise_payment_address</td>
</tr>
<tr>
<td>Nerohut</td>
<td>nerohut.com/srv</td>
</tr>
<tr>
<td>Webmine</td>
<td>webmine.cz</td>
</tr>
<tr>
<td>Webminepool</td>
<td>WMPAnonymous, wmp-site-key, WMPUser</td>
</tr>
<tr>
<td>WebMinerPool</td>
<td>webminer.js, webminer</td>
</tr>
</tbody>
</table>
TABLE II: Consent keywords.

<table>
<thead>
<tr>
<th>Service Provider</th>
<th>Consent Type</th>
<th>Keyword</th>
</tr>
</thead>
<tbody>
<tr>
<td>Authedmine</td>
<td>Permission</td>
<td>authedmine.min.js</td>
</tr>
<tr>
<td>Authedmine</td>
<td>Dashboard</td>
<td>simple-ui.min.js</td>
</tr>
<tr>
<td>Coinhive</td>
<td>Notification</td>
<td>_chemicalMiningNotification</td>
</tr>
<tr>
<td>Crypto-Too</td>
<td>Dashboard</td>
<td>mmui.js</td>
</tr>
<tr>
<td>JSEcoin</td>
<td>Permission</td>
<td>load.jsecoin.com</td>
</tr>
<tr>
<td>Webminepool</td>
<td>Dashboard</td>
<td>wnp-site-key</td>
</tr>
<tr>
<td>Webmine</td>
<td></td>
<td>authedminer.js</td>
</tr>
<tr>
<td>WP Monero Miner</td>
<td>Dashboard</td>
<td>wp-monero-min.js</td>
</tr>
</tbody>
</table>

1 WP Monero Miner is indeed not a service provider, however, it provides a plugin which can be used by multiple service provider and it has a dashboard style consent type defined in this paper.

TABLE III: Obfuscation keywords.

<table>
<thead>
<tr>
<th>Service Provider</th>
<th>Keyword</th>
</tr>
</thead>
<tbody>
<tr>
<td>Coinhive</td>
<td>authedmine.min.js</td>
</tr>
<tr>
<td>Crypto-Too</td>
<td>mmui.js</td>
</tr>
<tr>
<td>Webmine</td>
<td>base.js</td>
</tr>
<tr>
<td>Webminepool</td>
<td></td>
</tr>
</tbody>
</table>

service providers for all of the analysis in the paper.

Table I shows the keywords we used for detecting the service providers. While deciding keywords, we tried to use the keywords that can not be changed easily. Instead of the source path, we used variables that are uniquely identifying the service providers.

Script Feature Extraction: In this step, our goal is to obtain more details about the usage of the cryptomining samples. Specifically, we are interested in the following features of the samples:

- **User Consent Extraction:** In this part, we wanted to identify if the samples contain any user consent. For this purpose, we checked the documentation provided by the service providers. We obtained nine different keywords that could be used for user consent detection as well as the type of user consent. The list of keywords are given in Table II. More details about different consent types are explained in Section IV-C.

- **Website Categorization:** In this part, our goal is to see if there is any correlation between the user consent and websites using the cryptomining script. For the website categorization, we used Webshrinker [40], which provides a public web categorization service. However, it only returned a category for the half of the dataset, where we manually labelled the rest of them following the same taxonomy of Webshrinker.

- **Blacklisting Extraction:** In addition, we wanted to identify if a website is blacklisted. For these, we used the public keywords lists released by the browser extensions by NoCoin [36] and MinerBlock [5], and if any keyword from the blacklists is detected in the source code of the sample, we labelled the sample as blacklisted.

- **Obfuscation Extraction:** Similar to the user consent extraction, we also observed that some scripts were obfuscated to avoid being blacklisted. We found 4 scripts given in Table III as obfuscated and labelled the samples utilizing these scripts as obfuscated.

A. Overall Analysis

In this section, we provide the overall distribution results of our dataset. Table IV shows the list of 14 service providers we identified in our dataset and their related features while Table V shows the sample counts of those service providers.

The List of Service Providers. Using the service providers in [37], [38] and extending them with publicly known service providers, we identified 14 service providers used by the samples in our dataset. We presented the list of service providers in our dataset in Table IV. We found that some of these service providers have discontinued their service. We used the Wayback Machine digital archive [41] to access their documentation for those that are not active. We found that only 6 of 14 service providers are active as of this writing.

We also marked the service providers according to their permission type. For the permission type, we marked the ones who are enforcing the consent method in the source script as "permissioned" because it does not give an option to remove the user consent to the website owners. On the other hand, we marked the ones which are not providing a method for user consent as "permissionless". Finally, we marked as both "permissioned" because it does not give an option to remove the user consent to the website owners.

TABLE IV: The list of service providers we identified in our sample set and their other related features.

<table>
<thead>
<tr>
<th>Service Provider</th>
<th>Activeness</th>
<th>Permission Type</th>
<th>Currency</th>
</tr>
</thead>
<tbody>
<tr>
<td>Authedmine [42]</td>
<td>No</td>
<td>Permissioned</td>
<td>Monero</td>
</tr>
<tr>
<td>Browsermine [43]</td>
<td>Yes</td>
<td>Permissionless</td>
<td>BrowserMineCoin</td>
</tr>
<tr>
<td>Coinhive [44]</td>
<td>No</td>
<td>Permissionless</td>
<td>Monero</td>
</tr>
<tr>
<td>Crypto-Too</td>
<td>No</td>
<td>Permissionless</td>
<td>Monero</td>
</tr>
<tr>
<td>JSEcoin [49]</td>
<td>Yes</td>
<td>Optional</td>
<td>Monero</td>
</tr>
<tr>
<td>DeepMiner [47]</td>
<td>No</td>
<td>Permissionless</td>
<td>Electroneum</td>
</tr>
<tr>
<td>JSEcoin [49]</td>
<td>No</td>
<td>Permissioned</td>
<td>JSEcoin</td>
</tr>
<tr>
<td>Monerise [50]</td>
<td>No</td>
<td>Permissionless</td>
<td>Monero</td>
</tr>
<tr>
<td>Nerohut [51]</td>
<td>No</td>
<td>Permissionless</td>
<td>Cryptonight coins</td>
</tr>
<tr>
<td>Webmine [52]</td>
<td>Yes</td>
<td>Optional</td>
<td>Monero</td>
</tr>
<tr>
<td>WebminerPool [53]</td>
<td>Yes</td>
<td>Optional</td>
<td>Monero</td>
</tr>
<tr>
<td>WebminerPool [54]</td>
<td>Yes</td>
<td>Optional</td>
<td>Monero</td>
</tr>
</tbody>
</table>

1 Crypto-Loot is not providing a method to make the sample permissioned; however, it can be integrated to third party extensions to be made permissioned, which we marked them as permissioned sample.

IV. ANALYSING THE IN-BROWSER CRYPTOMINING ECOSYSTEM

A. Overall Analysis

In this section, we provide the overall distribution results of our dataset. Table IV shows the list of 14 service providers we identified in our dataset and their related features while Table V shows the sample counts of those service providers.
and some of them still continue their operations. In our dataset, we noted that 43.5% of the samples (2380/5472) still have Coinhive script on their websites. If the script is not deployed locally or in a proxy, basically, these website owners are not making any money. Among the top five service providers with most samples, the only active service provider is Coinimp, with 1123 (20.5%) samples. Using the activeness information of the service providers, we found that in our dataset, a total of 1677 websites (30.6%) are using one of the active service providers. Moreover, we note that 144 samples are using two service providers at the same time. Among these, in 139 samples, either of the service providers is Coinhive or Authedmine, while others contain Coinimp’s scripts. This shows the popularity of these service providers as they are either used standalone or along with others.

User consent Distribution: As we showed in Table IV, seven service providers do not provide a method for the user consent while five of them provide an optional method, and Authedmine and JSEcoin are enforcing the website owner to ask for the user consent explicitly by embedding the user consent code snippet in the source of the script. Using the permission extraction method we explained in the previous section, we identified 1092 permissioned cryptomining scripts from all service providers. Among all service providers, the three service providers with the most permissioned samples are JSEcoin, Authedmine, and Coinhive, while none of them are active as of now. We found 56 samples utilizing a permission method provided by Coinimp, which is active as of now. From its documentation, we found that the most basic script provided by Coinimp does not indeed utilize a permission method. Among service providers supporting both permissioned and permissionless cryptomining, a similar ratio is also observed for Crypto-Loot and Webmine Pool. For these, we conclude that most website owners are using the most basic script provided by the service provider.

Are all samples in the dataset blacklisted? As we explained in Section III, using the keyword list publicly released by the browser extensions, we can decide if a given website is going to be blacklisted by one of these blockers. We found that these browser extensions blacklist 61.1% (3345/5472) of the websites in our dataset. Moreover, we also noticed that most of the samples utilizing Coinhive (99.7%) are blacklisted as it is the pioneer in the cryptomining business. Similarly, JSEcoin’s blacklisting ratio is also very high as its parameters are embedded in the script, and the script is called in one line. In this method, when the source for the script is blacklisted, all of the samples using that same URL will be blocked. On the other hand, there are also service providers with very low blacklisting ratios such as Coinimp (9.6%), DeepMiner (3.2%), Browsermine (5.2%), Webmine Pool (8.3%), Monerise (0%).

Are the samples deploying obfuscated scripts? We noticed that some of the scripts are utilizing obfuscated scripts. We identified four such scripts, which is given in Table III. In our dataset, we observed that 547 (10%) cryptomining scripts are utilizing one of these scripts, which may be suspicious. We also noticed that even though these scripts are obfuscated, they can be detected by the blacklists by the code snippet calling the source of the script. We basically used this method in order to identify these samples. We also note that this method cannot detect the scripts located on a proxy server or locally with a different filename.

B. Comparison of the Permissioned and Permissionless Cryptomining

As shown in Section IV-A, we found that 1092 (19.9%) samples in our dataset are utilizing a way to notify the user about the cryptomining operation that will be performed using the user’s resources. In this section, our purpose is to compare the permissioned with permissionless samples to reveal the differences (if any) between them and explore the characteristics of the permissioned cryptomining. For this purpose, we perform a cross-correlation analysis among the features of the samples in our dataset. Particularly, we analyze the correlations between the following pairwise features: 1) activeness vs permission type, 2) blacklisting vs permission type, and 3) web category vs permission type. We present our results in the following subsections.

1) Activeness: As we noted in Section IV-A, not all of the service providers are active and continue their operations. For example, the most common permissioned cryptojacking service providers Coinhive/Authedmine, JSEcoin, WP Monero Miner do not continue their operations. Figure 4a and 4b show the activeness ratio of permissioned and permissionless cryptomining samples, respectively. We can see that the activeness ratio of the permissioned samples is 11.5%, while it is 35.9% for the permissionless cryptomining samples.

2) Blacklisting: Figure 4a and Figure 4b show the distribution of blacklisted websites for permissioned and permissionless cryptomining samples. We found that blacklisted websites’ ratios are very close to each other (37.0% and 40.5%) for permissioned and permissionless. The reason for this is that blacklists do not really differentiate between the permissioned cryptomining samples. Some service providers
such as Authedmine or Webmine enforce the website owners to use a permissioned version of the scripts by embedding and sometimes making it impossible to modify by obfuscating to avoid being blacklisted. However, as we can see from the distribution, the blacklists do not consider if a script provides consent type to the website owner while choosing keywords for the blacklists. While this is to avoid the malicious cryptojacking samples, it also kills the responsible, legitimate website owners’ functionality.

3) Web Category: Figure 5 shows the corresponding web categories used by the permissioned and permissionless cryptomining samples for those that can be categorized by Webshrinker. From Figure 5, adult content is the highest web category for permissionless samples, while the permissioned cryptomining samples are used on technology websites. On the other hand, overall distribution also shows the more normal distribution for permissioned samples, while the adult content dominates the permissionless samples.

C. Extracting User Consent Methods

In Section IV-A and IV-B, we analyzed the entire dataset and showed that the permissioned and permissionless samples mostly show similar behaviors, and they are mostly treated the same by the blacklists although the cryptomining business is shifting from the permissionless to permissioned cryptomining. In this section, we will focus on the permissioned cryptomining samples. Using the permissioned cryptomining

TABLE VI: The permission types provided by the service providers and their sample counts found in our dataset.

<table>
<thead>
<tr>
<th>Permission Type</th>
<th>Sample #</th>
</tr>
</thead>
<tbody>
<tr>
<td>Permission</td>
<td>666</td>
</tr>
<tr>
<td>Dashboard</td>
<td>255</td>
</tr>
<tr>
<td>Notification</td>
<td>51</td>
</tr>
<tr>
<td>Mandatory Mining</td>
<td>2</td>
</tr>
<tr>
<td>UI</td>
<td>2</td>
</tr>
</tbody>
</table>

samples, we identified five different types of consent types used by the samples: 1) permission, 2) dashboard, 3) notification, 4) mandatory mining, and 5) user interface (UI).

Table VI shows the permission types provided by the service providers and their sample counts found in our dataset. The results show that the permission, which we explain in the next subsection, is the most common consent type among the permissioned cryptomining samples in our dataset. The list of keywords, permission type, service providers offering these methods, and the keyword decision process are given in Table II.

Figure 6 shows an example for each of the five consent methods, and in the next subsections, we explain these five consent methods in greater detail.

1) Notification: In the notification consent type, the user is notified by showing a pop-up screen. It only notifies the user without giving a selection to opt out. The Coinimp provides an example of the notification consent type, and it is shown in Figure 6a. The visibility of the notification can be adjusted by the website owner. For example, the text itself, text color, background color, as well as the size and position of the notification, can be configured. We note most of the samples in our dataset were using default settings; however, the notification can be even hidden from the user.

Moreover, this method is not mandatory and does not have to be placed in the code by the website owner. In this case, the mining will be starting automatically when the website is accessed by the user, which we call permissionless cryptomining. We found that only 51 (4.5%) of 1123 Coinimp samples are using this consent type in our dataset.

2) Permission: Permission consent type is similar to the notification, but it also gives the user an option to opt out from cryptomining. From the service providers in our dataset, we found that Authedmine and JSEcoin’s scripts have a method to provide the permission consent type. Authedmine’s script intentionally enforces this option in the source of the cryptomining script, and it does not provide an option to
Fig. 6: (a) In-browser notification provided by CoinImp (b) The user view of JSECoin’s permission consent type. (c) The user view of Webmine’s UI consent type. (d) The user view of Webminepool’s dashboard consent type. (e) The user view of Webmine’s Mandatory mining consent type.

remove that part from the script to the website owner. In this way, the service provider’s purpose is to avoid being blocked and to continue their service. However, as we have noted in Section IV-B, the blacklist does not consider being permitted. On the other hand, as JSEcoin is originally proposed for transparency and accountability, similar to Authedmine’s script, this part of the script is embedded into the source, and the website owner can not remove it. JSEcoin’s permission example is shown in Figure 6b. As can be seen from the figure, the user can easily click the opt-out option and prefer not to allow the website to use his/her computational power.

3) Dashboard: Dashboard is another consent type where the user has the ability to start and stop the mining as well as configure the parameters such as the number of threads or CPU percentage. Configurable parameters may be essential for the websites who want their user to decide the use of his/her resources depending on the convenience. Webminepool provides an example of a dashboard consent types shown in Figure 6d. Some of the service providers implement dashboards so that mining starts automatically, but the users can set the parameters or stop the mining using the dashboard.

4) User Interface (UI): UI is an improved version of the dashboard, where the user can set the parameters in an increased scaling as well as a better experience through the use of elements such as sliders. It requires more effort by the service provider, but it gives easy control to the users. We show an example of Webmine’s UI consent method in Figure 6c. As can be seen from the figure, the user can see its resources used by the service provider and can also set the Processor CPU usage through the slider element.

5) Mandatory Mining: Mandatory mining is another consent type, in which if the user does not accept the mining, s/he will not be allowed to access to the website. The Coinimp service provider gives a method for this consent type. This method is also the rarest mining method in our dataset, and is found in only two samples. For example, Figure 6e shows the user view of Webmine’s mandatory mining consent message.

<table>
<thead>
<tr>
<th>Service Provider</th>
<th>Throttle Time (min)</th>
<th>Currency</th>
<th>Profit (in currency)</th>
<th>Average Price (6 Months)</th>
<th>Profit (USD)</th>
</tr>
</thead>
<tbody>
<tr>
<td>CoinImp</td>
<td>100</td>
<td>Mintme</td>
<td>0.03199108 USD</td>
<td>0.0024 USD</td>
<td>0.000074</td>
</tr>
<tr>
<td>Browsermine</td>
<td>100</td>
<td>BMC</td>
<td>0.000000009101 USD</td>
<td>0.047 USD</td>
<td>0.0000000004277</td>
</tr>
<tr>
<td>Webminepool</td>
<td>100</td>
<td>Monero</td>
<td>0.00001172 USD</td>
<td>141.29 USD</td>
<td>0.001655</td>
</tr>
<tr>
<td>Webmine</td>
<td>100</td>
<td>Monero</td>
<td>0.000001312308 USD</td>
<td>141.29 USD</td>
<td>0.000185</td>
</tr>
<tr>
<td>Crypto-Loot</td>
<td>100</td>
<td>Uplexa</td>
<td>0.17 USD</td>
<td>0.00019 USD</td>
<td>0.0000323</td>
</tr>
</tbody>
</table>

TABLE VII: Real-time profitability analysis of active service providers.

V. REVISITING THE PERMISSIONED CRYPTOMINING

In this section, our goal is to see if the existing service provider scripts can serve as a monetization tool, rather than an attack tool. For this purpose, we test them to see whether they can be an alternative revenue mechanism, whether they interrupt the end-users, whether they satisfy the consent requirements.

In the following subsections, we present our analysis results for each of them.

A. Can they be an alternative to advertisement?

The idea of using permissioned in-browser cryptomining as a monetization tool for the websites brings the question of how much profit they offer for the website visits. For this purpose, we deployed the scripts provided the active service providers found in our dataset on a sample website and calculated the total profit per user per minute. We run each experiment five times and calculated the average. Table VII shows the real-time calculation of the monetary value for one regular user in one minute. As service providers may use different currencies, we converted them into the corresponding USD value as of this writing. As can be seen from the table, Webminerpool offers significantly more profit compared to the other service providers due to its reward/price balance.

Moreover, even though an advertisement is assumed to pay a constant, the profit of a cryptominer increases linearly as the visit duration increases. Figure 7 shows the profit per user value for varying visit duration. An average ads revenue is calculated per thousand impressions and on averages it varies

between 0.5-2 USD [55]. We assume 1 USD in our calculations. As we can see from the figure, while Webminepool can reach the same amount of profit offered by the ads in less than a minute, Browsermine cannot make the same amount of profit even for the 60 minutes of visit duration.

B. Do they interrupt the users?

In this section, our purpose is to perform a usability test on the end users of in-browser cryptomining as greedy mining operations can be computationally challenging process for daily user computers. For the experiments, we used computes with four different CPUs: 1) Intel Core i5, 2) Intel Core i7, 3) Intel Xeon E5, and 4) Intel Xeon Gold for the throttle values 0.2, 0.5, and 0.8. All of the computers used in our experiments use the same RAM (16 gb, 1333MHz), similar SSDs and the same Linux distribution (Ubuntu 18.04 LTS). We run all experiments 5 times with the exactly the same applications to obtain more accurate results.

We present the configurations in Table VIII. As a result of the analysis, we observed that it is possible to efficiently use in-browser mining scripts if the web page owner will not act greedy and keep the throttle rate under the 50%. Above 50% will dramatically affect the user’s experience and user might tend to close the related tab due to the interruptions and overheating.

C. Do they satisfy consent requirements?

If implemented properly and responsibly, in-browser cryptomining can be used for good such as collecting donations as in UNICEF’s case example [29]. However, the lack of an evaluation framework for proper and responsible implementation of the permissioned cryptomining makes this technology’s widespread adoption impractical, if not impossible, for the website owners. Therefore, here we first present a consent evaluation framework and then use it to rank the current service providers in our dataset.

1) A Consent Evaluation Framework: Herein, we suggest ten requirements, encompassing two categories: User Requirement (UR) and Webpage owner Requirement (WR).

User-related Requirements:

- **UR1**: A method to notify the user to the website owner: The webpage owners should at least inform the users about mining activity on the webpage. Some service providers offer built-in functions to inform users. This notification should be visible and explain in-browser mining employed by the webpage. The webpage owner may also place an informative link at the end of the notification for more information.
- **UR2**: An option or link to the user to learn more info about the mining service: With this method, webpage owners allow their users to learn more about the meaning of the in-browser mining and what they actually do during their visit to the related webpage. This option is also used by fundraising projects/webpages. These webpages aim to provide additional income for several civil society initiatives and humanitarian projects.
- **UR3**: An opt-out screen to the user: Webpages that operate in-browser mining should give options to their users. If the user does not want to give permission, the webpage should not force the user to allow the mining script. JSE coin, Webmine, and Authedmine let their users make this decision. Besides, webpage owners may not want users to visit their webpage if they do not wish to opt out. This is a decent option for both users and webpage owners.
- **UR4**: An option to stop the mining after starting during the session: Some service providers have built-in functionality to stop and start mining operations manually. This feature allows the user to control the mining process and give the option to stop it if desired/needed. This method is very advantageous for both users and the webpage owners because if the user experiences interruption, they can stop the miner and continue surfing on the webpage.
- **UR5**: An option to adjust the parameters (e.g., threads, CPU): Most of the scripts in our dataset have standard CPU usage permissions (also known as throttle and threads variables) set by the website owners. Some websites and service providers allow their users to set how much they want to contribute to mining. Currently, this is the highest point of consent. If the user does not wish to contribute via mining, they can easily set the parameter to zero and continue surfing. Or if the website gets too greedy, which could interrupt the user, the user can limit the parameters according to his/her convenience.

Webpage Owner Requirements:

- **WR1**: An option to change the notification message and its properties: While some service providers let the website owner choose their own messages and change the properties (e.g., text and background color, location) of the notification, some others have mandatory features that directly come from the main library. This feature has several pros and cons for both users and the web-
page owner. Firstly, when service providers let webpage owners arrange the parameters themselves, the webpage owner makes the notification message out of sight or very hard to notice. On the other hand, when service providers embed a mandatory mining script to the main library, the webpage owner must permit some third party to add content to the webpage.

- **WR2:** An option to make the script mandatory: Webpage owners may want to block users who do not exchange their computational power for webpage content. This option is beneficial for the webpage owner, and service providers should provide this option to the webpage owners.

- **WR3:** An option to enable/disable the start/stop mining buttons: Service providers generally make this option mandatory for the webpage owners, but this decision should be left to the webpage owner. As mentioned before, the webpage owner should choose what is going to be displayed on their webpage.

- **WR4:** An option to change and modify dashboard location and design: The dashboard and GUI-based control panels are user-friendly, but their design is generally not changeable by the webpage owners. Webpage owners should have the right to change the design of the dashboard under several restrictions.

- **WR5:** A good documentation and guideline for website owners: Service providers offer several functionalities to the webpage owners. While several service providers publish very poor documentation, some others provide high-quality documentation.

Table IX shows how much the top service providers in our list fit into this framework. Some service providers fit into our framework with an impressive score (e.g., Webmine and Webminerpool). These service providers offer various options for both users and service providers; however, their user options are controlled by the webpage owners. If the webpage owner does not prefer to use any of them, service providers do not force them to do that. Besides, service providers like JSEcoin, Cryptooloot, and Authedmine force consent method usage, and this makes these service providers more user friendly.

VI. RELATED WORK

**Cryptojacking Detection.** In recent years, there has been an increasing body of literature investigating cryptojackings. Most of these studies focus on the detection of cryptojacking malware [9]–[18], [38], [56]. These studies investigate different behavioral features to propose a more accurate detection mechanism.

**Empirical Cryptojacking Analysis.** There are also other studies focusing on the empirical analysis of the cryptojacking samples from different perspectives. Some of the topics that have been focused in these studies are the user experience analysis [57], [58], economic analysis [59], and campaign analysis [37] in-browser cryptojacking. The closest work to ours is Carlin et al. [60] discussing the legality and ethical side of the cryptojackings. However, there is no study differentiating the permissioned and permissionless cryptojacking samples and focusing specifically on the permissioned in-browser mining. To the best of our knowledge, this is the first study that focuses on analyzing the behaviour of permissioned in-browser cryptojacking in greater detail.

VII. CONCLUSION

In this paper, we analyzed the characteristics of the in-browser mining ecosystem and the service providers’ consent methods using a large dataset, which consists of 6269 unique websites containing cryptojacking script in their source codes. We created the first consent focused in-browser cryptojacking dataset in the literature and classified it under different consent methods. After the classification process, we analyzed our results and shared our findings. In light of the new classification process, we categorized consent types under different sections. We used the samples we found in the wild during these classifications. Another contribution of this research is a new evaluation framework for service providers and developers who want to implement a user consent-based in-browser cryptojacking. This framework is adaptable and extensible for both academic research and service provider implementations. We believe this paper will further increase the widespread adoption of legitimate cryptojacking with user consent and knowledge and will increase the awareness on in-browser cryptojacking.
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